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Abstract

Nowadays, a lot is asked from software vendors: their organizations have to be dynamic and agile,
highly responsive to changes, while developing software at high speed, low cost and according to
high quality standards. Two trends can be observed. First, a shift from object-oriented devel-
opment to service-oriented development can be perceived. Secondly, while software vendors may
have implemented a particular form of software usage data gathering mechanism, few software
vendors actually use the data that is collected. Software vendors are unaware of how their soft-
ware performs in the field and do not know what parts of their software are used and appreciated
most and have little knowledge about the behavior of the software and its environment.

In this thesis, a concept called Service Knowledge Utilization (SKU) is introduced as an approach
to increase a software vendor’s flexibility, and responsiveness to changes in the performance and
usage of its service-based online software, at specific customers and concerning its software in
general. Furthermore, the SKU reporting toolset is presented. The real-time SKU report quan-
tifies the usage and feedback of a software vendor’s service-based software and contains three
metrics-based indices that express software quality. Furthermore, a software prototype that pro-
vides a concrete SKU implementation is presented. The prototype is based on aspect-oriented
programming techniques and includes data gathering and SKU report generation functionality.

An extensive case study at a Dutch software vendor was performed to validate both the report and
the prototype. While software usage data gathering may easily result in significant performance
loss of the software being traced, results show that the integration of the prototype with target
software has a negligible effect on the performance of the target software. Research validation
shows that the SKU report is considered valuable and supportive in management meetings on
release management, requirements management and software maintenance.

By using the SKU approach, vendors can make informed decisions with respect to software re-
quirements management and maintenance. While validation shows high potential of the approach,
a successful implementation will require change management at the software vendor.
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Chapter 1

Introduction

Nowadays, a lot is asked from software vendors: their organizations have to be highly dynamic
and agile, and have to face new problems concerning the (among other areas) development and
management of business software. A number of trends can be observed.

First, concepts like the Service-Oriented Architecture, Software as a Service and Web service com-
position are increasingly being accepted and implemented. Secondly, a shift from offline desktop
applications towards online, (often service-based) Rich Internet Applications can be observed.
Thirdly, in order to stay competitive, software vendors need to be responsive to changes in cus-
tomer and market demands and situations more and more [60].

As will be explained in this thesis, these observations are the cause of a number of changes to the
‘traditional’ life cycle of component-based software. This introduction presents these observations
in more detail and places them in context. Furthermore, the concept of (Continuous) Customer
Configuration Updating ((C-)CCU) is introduced. Finally, the company at which this thesis was
carried out, is identified. This thesis research approach is detailed in chapter 2.

1.1 Eras of Information Technology

Concerning the history and evolution of the Information Technology, three eras, or ‘waves’, can
be identified. Nolan and Norton have developed a model that describes the growth processes and
development of the use of IT in organizations [82]. Later, Mutsaers et al. [77], expanded their
Stages Theory with three eras that all have their own characteristics in both business and IT
terms.

The first era is known as the ‘Data Processing’ (DP) era. Subsequently, the era of ‘Information
Technology’ (IT) started. Nowadays, the ‘Network’ era is recognized as the current era.

1.1.1 Data Processing Era

In the early days (the DP era dated from the 1960s until the 1980s) of information technology,
companies focussed on management strategies like Total Quality Management (TQM), and busi-
ness objectives of the companies of that time often were strongly related to cost reduction (effective
resource control), process efficiency and processing speed. The logical processes were strictly al-
gorithmic, running on workstations connected to and controlled by mainframes. Referring to the
DIKW (Data, Information, Knowledge, Wisdom) hierarchy [1; 25], this era is often characterized
by ‘Data’ — which was the main added value of the Information Technology in this era.

Introduction 1



1.2 The Rise of Services

At the end of the Data Processing era, more structured (less ‘creative’) approaches to program-
ming, testing and documentation came in use. Furthermore, more discipline was introduced with
respect to ‘change control procedures’, specifications and testing [110].

1.1.2 Information Technology Era

The IT era dated from 1980 to around 1995. This period is characterized by the introduction of
the Personal Computer (PC), accompanied by personal software (text processors, spreadsheets,
Desktop Publishing software). Companies become more process-oriented and use IT to enable
new methods of doing business. Information is spread over mainframe databases, departmental
computers and personal computers. Sophisticated tools are needed to administer the company-
wide network of distributed data, while new system development activities focus on realizing
integration with suppliers and customers [77]. Companies focus on service improvement and
management approaches like Business Process Reengineering (BPR).

Nearing the end of the IT era, IT is organized per division or business unit to decrease the de-
pendency on a central IT facility. This is mainly done in the context of risk and responsibility
spreading. IT shifts from a technological concept to a strategy-driven management resource. Com-
paring to the DIKW hierarchy mentioned before, this era is often characterized by ‘Information’.

1.1.3 Network Era

The Network era began around 1995, and still is the current era. Mutsaers et al. [77] predict a
continuous shift towards ‘open’ and public platforms such as Internet and intranet solutions. In
this process, we (will) see attempts of office automation integrated into the enterprise, e.g. office
software freely communicating with corporate applications. Obsolete systems from the IT-era
will be completely taken out of production, and the entire applications portfolio of a (software)
company will be hardware-independent. External interfacing will be completely standardized on a
global level. Networked companies are built of loosely coupled processes [46], focusing on flexibility,
customer satisfaction and collaboration with other commercial businesses in the business network.
They require high information awareness and flexibility in order to adapt to new customer needs, to
exploit new markets and to become a dynamic and transparent enterprise — especially in volatile
environments with high speed changes and opportunities appearing and disappearing quickly [36].

Software is developed at high speed, low cost and according to high quality standards. The
software vendor’s product portfolio consists of temporary products which are discarded when not
needed any more. Portfolios will not be expanded much, but will be changed rapidly because
of fast changes in business needs. Referring to the DIKW hierarchy, the Network era is often
compared to ‘Knowledge’.

1.2 The Rise of Services

During the data processing era described in section 1.1.1, practically no attention was paid to shar-
ing application logic and data across multiple machines — let alone sharing these across multiple
organizations [110]. Developing systems to automate billing, accounting and order management
was very challenging. One could imagine that basing all systems on a standardized and reusable
architecture was even more challenging, and that few companies were in the position to do so.

In the current (network) era companies have automated various operational business functions
and processes. However, the increasing demand on enterprises to be highly dynamic and agile
organizations and to respond quickly to market situations and demands, force these enterprises
to integrate their processes and collaborate with external companies [77]. Ultimately, services

2 Introduction



The Rise of Services 1.2

of external enterprises are not only utilized for the benefit of information retrieval, but also for
the processing of supportive functions (stock market syndication, payroll administration, etc.).
The company offering the service at the lowest price (or any other criteria) is automatically
selected, the job is assigned to the specific service of the external company and the initiating
service waits for response. Summarizing, enterprises are moving and transforming into Service-
Oriented Enterprises (SOEs).

1.2.1 The Service-Oriented Enterprise

The service-oriented enterprise promises to significantly improve corporate agility, speed time-to-
market for new products and services, reduce IT costs, and improve operational efficiency [79].
In line with the network era characteristics mentioned in section 1.1.3, a service-oriented enter-
prise exploits a service network. This service network entails the concept of interface ubiquity,
enabling equal base communication mechanisms to be used — within applications, as well as
between applications, as well as between external partners [52]. According to Liu and Bouguet-
taya, SOEs are virtual, adaptive, extensible, market-driven and on-demand, Web service-based
enterprises; operating in an extremely dynamic environment, outsourcing their functionalities via
(third-party) Web services [71]. As described by Newcomer and Lomow [79], several industry
trends are converging to drive fundamental IT changes around the concepts and implementation
of service orientation. Four key technologies with respect to this convergence, can be identified.

• Extensible Markup Language (XML)

• Web services

• Service-Oriented Architecture (SOA)

• Business Process Management (BPM)

All technologies are described in more detail below. At the end of this section, figure 1.2 shows how
the service-related concepts, techniques and parties described in this introduction are interrelated.

1.2.1.1 Extensible Markup Language

The Extensible Markup Language (XML) was developed by an XML Working Group (originally
known as the SGML Editorial Review Board) formed under the auspices of the World Wide Web
Consortium (W3C) in 1996. According to the definition of this consortium, XML describes a class
of data objects called XML documents and partially describes the behavior of computer programs
which process them [14]. XML is an application profile or restricted form of SGML, the Standard
Generalized Markup Language [41]. By construction, XML documents are conforming SGML
documents.

Following the description of the W3C, XML documents are made up of storage units called entities,
which contain either parsed or unparsed data. Parsed data is made up of characters, some of
which form character data, and some of which form markup. Markup encodes a description of the
document’s storage layout and logical structure. XML provides a mechanism to impose constraints
on the storage layout and logical structure. Assuming the XML Working Group has reached its
design goals [13], XML supports a wide variety of applications and is straightforwardly usable over
the Internet. Furthermore, XML is designed to be formal and concise.

Within a service-oriented enterprise, XML provides standard data types and structures, for ex-
ample for defining business documents and exchanging business information between applications
or external systems and partners. While XML is a mainstream language and forms a substantial
part of many applications and processes nowadays [21; 29], it is also subject to criticism [28].
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1.2.1.2 Web Services

What is a Web Service?

Many definitions of the concept ‘Web service’ exist, varying in specificity. Some define the (un-
derlying) concept of a Web service as ‘a set of self-contained, modular applications that can be
published, discovered and invoked over a network ’ [51].

According to the W3C — specifically, the Web Services Architecture Working Group within the
W3C — a ‘Web service’ is ‘a software system designed to support interoperable machine-to-machine
interaction over a network. It has an interface described in a machine-processable format (specifi-
cally WSDL). Other systems interact with the Web service in a manner prescribed by its description
using SOAP messages, typically conveyed using HTTP with an XML serialization in conjunction
with other Web-related standards.’ [11].

A more technical definition can be obtained from the Webopedia Computer Dictionary: ‘The term
Web services describes a standardized way of integrating Web-based applications using the XML,
SOAP, WSDL and UDDI open standards over an Internet protocol backbone. XML is used to tag
the data, SOAP is used to transfer the data, WSDL is used for describing the services available
and UDDI is used for listing what services are available.’ [111].

As becomes clear observing the various definitions stated above, Web services can be seen as mod-
ular software applications, orchestrated in a network, to support machine-to-machine interaction
over this network (or backbone). Web services — or more specifically, their interfaces — have
a public description and communicate with other Web services or systems by sending messages.
XML, SOAP, WSDL and UDDI are important protocols and techniques with respect to the orga-
nization of Web services. These techniques and protocols are described in more detail below —
except for XML, which is described in section 1.2.1.1.

SOAP

To allow different services to interact with each other, a communication mechanism is needed. The
specification of this mechanism involves three aspects: a common data format for the messages
being exchanged, a convention for supporting specific forms of interaction (such as messaging or
RPC) and a set of bindings for mapping messages into a transport protocol [3].

Concerning Web services, interactions are based on the Simple Object Access Protocol (SOAP).
W3C started the development of SOAP in 1999. Since then, three major versions have been
recommended by the consortium. At the time of writing, SOAP 1.2 is a recommendation [45].

By using SOAP, Web services can exchange data messages in a standardized way — service
requesters (software modules that invoke a service implemented by a service provider to accomplish
a task [79]) can invoke Web services of service providers (software modules that implement a
service according to a service contract [79]) by exchanging SOAP messages. A service invocation
is translated to an XML message (at the requester), the message is exchanged between two Web
services, and finally the XML message is turned back into an actual service invocation (at the
provider).

When a Web service receives a message from a service requester and then sends that message to
a service provider, this Web service has the role of a service broker. Note that service providers
can also be service requesters — within multi-tier architectures, for example. A service broker
by definition plays both roles. Finally, the ‘service locator’ can be identified. A service locator
is a specific kind of service provider that acts as a registry and allows for the lookup of service
provider interfaces and service locations1 (see figure 1.1). SOAP messages can be exchanged

1 Service locators are often implemented as an UDDI registry. See section ‘Universal Description, Discovery and
Integration’ (UDDI).
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on top of HTTP(S), SMTP or other transport protocols. In practice, SOAP is most used over
HTTP, because it allows easier communication behind proxies and firewalls than other transport
protocols2.
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Figure 1.1: Various roles within the context of SOAP

Web Services Description Language

Web services have an interface describing the methods that are supported by the service, where
each method could take one message as input and return another as output (also see the previous
paragraph). To identify and interact with (the methods of a) Web service, the Web service (and
specifically, its interface) has to be described. Software interfaces are described using an Interface
Description Language (IDL). In Web services, this role is played by the Web Services Description
Language (WSDL). This language is also developed by the W3C. According to the W3C, ‘a WSDL
2.0 service description indicates how potential clients are intended to interact with the described
service. It represents an assertion that the described service fully implements and conforms to
what the WSDL 2.0 document describes. A WSDL 2.0 interface describes potential interactions
with a Web service, not required interactions. The declaration of an operation in a WSDL 2.0
interface is not an assertion that the interaction described by the operation must occur. Rather
it is an assertion that if such an interaction is (somehow) initiated, then the declared operation
describes how that interaction is intended to occur ’ [22]. At the time of writing, WSDL version
2.0 is a recommendation [22], being a major revision of the WSDL 1.2 working draft.

2 Firewalls and proxies often do not block HTTP traffic, because most Internet browsers also generate this traffic.
Blocking HTTP traffic would cause Internet browsers stop functioning.
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Universal Description, Discovery and Integration

In order to use Web services more pervasively and on a more global scale, a standard way for
publishing and locating services is needed. With this standardized manner, service requesters
can look for services fitting their interests by reading the services’ properties. To do so, the Web
services registry (repository) has to be standardized. A project wherein such a standardization
is developed, is the Universal Description, Discovery and Integration (UDDI) project. Currently,
this project is continued by the Organization for the Advancement of Structured Information
Standards (OASIS) consortium. According to this consortium, ‘the focus of Universal Description
Discovery and Integration (UDDI) is the definition of a set of services supporting the description
and discovery of (1) businesses, organizations, and other Web services providers, (2) the Web
services they make available, and (3) the technical interfaces which may be used to access these
services. Based on a common set of industry standards, including HTTP, XML, XML Schema,
and SOAP, UDDI provides an interoperable, foundational infrastructure for a Web services-based
software environment for both publicly available services and services only exposed internally within
an organization.’ [24]. In other words, UDDI is a specification of a framework for describing and
discovering Web services. An important part of UDDI is a business registry, which in essence is
a naming and directory service. At the time of writing, UDDI version 3.0.2 is the most recent
version — incorporating errata to the v3 specification. UDDI v3 became an OASIS standard in
February, 2005.

While the concept of a Web service entails many more aspects than these covered by XML, SOAP,
WSDL and UDDI, it is important to note that Web services represent the first jointly coordinated
and arranged effort to standardize interactions between information systems, in particular Web
services. The protocols, languages and standards discussed before are developed in parallel and
are strongly interrelated. Specific features in one of the standard specifications influence the way
other protocols, languages and standards are used.

1.2.1.3 Service-Oriented Architecture

Burbeck [19] was one of the first using the term ‘service-oriented architecture’ (SOA). The term
can be interpreted as an architectural style that guides all aspects of creating and using business
processes, packaged as services, throughout their life cycle, as well as defining and provisioning
the IT infrastructure that allows different applications to exchange data and participate in busi-
ness processes, regardless of the operating systems and programming languages underlying these
applications [79].

The main goal of SOA is transparent, flexible and dynamic interaction of services and their
clients over multiple interconnected domains, while the benefits of SOA include increased effi-
ciency through task outsourcing and component reuse, easier integration, increased flexibility and
agility at business and IT level and on-demand interconnection with business partners [76].

SOA supports the connection of various (existing) applications and data sharing — the data
extensively being encapsulated and / or described by XML. Applications are structured as a
collection of services — similar to the services types discussed in section 1.2.1.2 — which can
be used by different groups of people inside or outside the company. SOA services are loosely
coupled3, in contrast to the functions a linker binds together to form an executable, a dynamically
linked library (DLL), or an assembly.

A service-oriented architecture is supported by the Web services platform (in short, consisting of a
Web services registry, service providers and service requesters) in combination with an Enterprise
Service Bus (ESB) to connect the services and the various parties. Other characteristics of SOAs
include discovery mechanisms to register connected (available) services, and service-level Quality
of Service (QoS) management. One of the main goals of QoS is to optimize system resources

3 Services can be developed and evolved independently, while being dynamically discovered and utilized.
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and activate computing mechanisms, in order to satisfy the QoS requirements that are set for
applications based on a specific SOA [109].

One should notice that there is a difference between (1) an application that uses Web services
and (2) an application based on a service-oriented architecture. An existing application can
be extended with specific service-based functionality in order to meet project requirements, for
example. However, this does not automatically imply that a service-oriented architecture is used
or implemented. According to Erl [35], Web services do represent an implementation of an SOA
when used to establish a concept of encapsulating application logic within services that interact
via a common communications protocol.

As one may expect based on the developments in the various eras of Information Technology
described in section 1.1 and specifically, the characteristics of the service-oriented enterprise dis-
cussed in section 1.2.1, SOAs are adapted and implemented more and more. This expectation is
confirmed by research [53; 86].

Specifically considering software vendors in service-oriented environments, the role of such types of
companies is twofold. First, software vendors maintain business-to-consumer (B2C) relationships
with both (service-oriented) enterprises, as well as end-users. Both types of ‘consumers’ may
have licensed one or more services developed by one or more software vendors. Second, software
vendors in a service-oriented environment maintain business-to-business (B2B) relationships with
other software vendors (which may also operate in a service-oriented environment), for example
by licensing software of these vendors (illustrated by examples in section 3.4.2). As also depicted
in figure 1.2, service-oriented enterprises may maintain a B2B relationship with other SOEs, too.
Communication infrastructures may differ.

1.2.1.4 Business Process Management

Business Process Management (BPM) is defined as ‘the support of business processes using meth-
ods, techniques, and software to design, enact, control, and analyze operational processes involving
humans, organizations, applications, documents and other sources of information’ [105].

BPM and SOA, both being important concepts within a Service-Oriented Enterprise, have de-
veloped independently. However, a relationship between the two is acknowledged. As described
earlier in this introduction, SOA promotes and supports the creation and use of loosely coupled
(business) services. Woodley and Gagnon [113] find that BPM can help improve the execution of
SOA projects because BPM leverages such services, tying them together to solve and streamline
broad business challenges. As a backbone for SOA components, BPM can integrate important
functionalities to extend the value of the SOA investment. Similarly, BPM can provide a platform
for SOA service management. Process-centric tools can be used to rapidly develop, publish and
orchestrate services, and to ensure greater coherence between a SOA solution and its overarching
processes. According to Newcomer and Lomow [79], a SOA provides the ideal level of abstraction
for defining reusable business functionality, completely encapsulating underlying applications from
BPM systems.

1.2.2 Service-Oriented Development

The trends identified at the beginning of this introduction and discussed in sections 1.2 and 1.3,
challenge software vendors to adopt the paradigm of service-oriented development (SOD) based
on Web services. SOD should be seen as complementary to the well-known and well-adopted
Object-Oriented Development4 (OOD) approach. Newcomer and Lomow [79] describe four SOD
characteristics, which are listed below.

4 Also known as Object-Oriented Design.
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Figure 1.2: An overview of all service-related concepts, techniques and parties described in this introduc-
tion. Both software vendor organizations and service-oriented enterprises maintain business-to-consumer
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Reuse The ability to develop services that are reusable in multiple applications or contexts.

Efficiency The ability to quickly and easily develop new services and applications by combining
new and old services, along with the ability to focus on data sharing (instead of sharing the
underneath implementation).

Loose technology coupling The ability to model services independently of their execution en-
vironment and design messages that can be sent to any service.

Division of responsibility The ability to more easily allow business people to concentrate on
business issues, technical people to concentrate on technology issues, and for both groups to
collaborate using the service contract.

Looking at the characteristics above, one may find them quite similar to the often-referenced
benefits of (component-based) OOD [10; 55; 68; 88]. So while the names (OOD versus SOD)
and subjects (components or objects versus services) of both development types is different, the
characteristics of both development approaches are quite similar.

A concept that is closely related to SOD and the trends described in section 1.3, is ‘Software
as a Service’ (SaaS). The term is mostly associated with an online article of O’Reilly [83], later
published in [39]. Generally, SaaS is more associated with business software than with consumer
software. Consumer-oriented web-native software (including a number of the applications refer-
enced in section 1.3, for example) is generally known as — the frequently misused, misinterpreted
and bloated [5; 67] term — Web 2.0 and, to a lesser extent, as SaaS.

When a software vendor develops its software ‘as a Service’, the company develops web applications
that are hosted and operated at the software vendor (or a third party): SaaS shifts the burden of
running and maintaining hardware and software to the vendor. Furthermore, customers do not
pay for owning the software itself, but rather for using it. Software application delivery is closer
to a one-to-many model (single instance, multi-tenant architecture) than to a one-to-one model,
including corresponding architecture, pricing, partnering, and management characteristics. Often,
software features are updated in a centralized way, obviating the need for separate downloadable
patches and upgrades. Recently, Microsoft launched Microsoft Online Services5, a strategy to
publish a part of its software as an online service, therewith adopting the SaaS concept: customers
take a subscription on (service-based) software, running on their own hardware or on hardware of
the software vendor.

Under most conditions, software vendors will invest more applying a SaaS-compliant licensing
model, than when applying a perpetual licensing model — leading to higher software quality,
higher profits and higher social welfare [23].

1.3 The Desktop Online

Another observable trend that is contributing to the rise and adoption of (web) services and
service-oriented development, is the increasingly adoption and maturation of the Rich Internet
Application (RIA) — Web applications that have the features and functionality of traditional
desktop applications.

RIAs become more and more common. End-users are connected to the Internet (‘on-line’) more
frequently, and they are connected for a longer time continuously [50; 99]. As a consequence, they
are less (or even not at all) restricted to an off-line working environment. Examples of well-known
RIAs are Google Docs6, Google Maps7 and Gmail8.

5 http://www.microsoft.com/online/
6 http://docs.google.com
7 http://maps.google.com
8 http://gmail.com
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With the maturation of RIAs, the boundaries between desktop and web applications begin to
blur. Examples of development that even more eliminate the differences between both type of
applications are Adobe Integrated Runtime (AIR), Google Gears and Mozilla Prism. Adobe AIR
is a platform-independent runtime environment for building RIAs9, using Flash, Flex, HTML and
Ajax, that can be deployed as a desktop application; Google Gears, a technology developed by
Google that enables offline Web applications, can be seen as an similar concept10. Mozilla Prism11

is also comparable to AIR.

An important difference between a ‘traditional’ RIA and a RIAs developed with a technology
similar to Adobe AIR is that the latter type of applications do not need a browser to run and
often can be executed in an off-line environment, too. Considering the key process areas of
product software, Rich Internet Applications have advantages compared to traditional desktop
applications. For example, the release, delivery and deployment phases of (fully or partly) online
RIAs, are shorter (or even completely absent) compared to the phases of desktop applications that
are executed offline. Similar to what is discussed in section 1.2.2, changes and updates to the code
or the interface of a RIA are propagated to the end-user immediately, i.e., the end-user does not
have to install updates or patches to be able to use the latest version of the software.

1.4 (Continuous) Customer Configuration Updating

A third observation, supported by research conclusions, is that nowadays still only few software
vendors explicitly plan releases and only very few vendors make use of usage reports. The Dutch
National Product Release Benchmark Survey 2007 [59] concludes that only 40% of the questioned
product software companies utilize a release planning with various release moments planned. Fur-
thermore, only 28% of the software vendors sell software that automatically composes usage re-
ports.

The concept of Customer Configuration Updating (CCU) was created to improve this situation, es-
pecially for software vendors developing component-based software. CCU is defined as the release,
delivery, deployment and usage and activation processes of product software [57], particularly
fitting and resembling the software life cycle processes [42]. The CCU model, as depicted in fig-
ure 1.3, displays the states a customer can move through after a product or update release (of
component-based software) on the right side [57]. On the left side, the organizational structures
that facilitate interaction are displayed.

As software products and updates are changed and released more often, effort is saved by au-
tomating steps in the CCU process — automating steps in this process enables a software vendor
to become more responsive to changes in customer and market demands [60].

One of the tools that potentially automates CCU and that was developed to serve this purpose
is Pheme [58]. Pheme is an infrastructure that enables a software vendor to communicate about
software products with end-users and enables system administrators to perform remote deploy-
ment, policy propagation, and policy adjustment. Moreover, Pheme potentially enables software
vendors to publish software knowledge in the form of licenses, software updates, software content
and software news, and it potentially enables end-users to send knowledge in the form of usage
and error feedback. While comparable tools are available, most of these tools focus on one par-
ticular aspect of the customer configuration updating process. Pheme is designed to automate all
CCU key policies, mainly focusing on component-based software products. A basic prototype of
Pheme has been developed, mainly covering the first three processes of CCU (release, delivery and
deployment).

9 http://www.adobe.com/products/air/
10 http://gears.google.com/
11 http://wiki.mozilla.org/Prism
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Figure 1.3: Customer Configuration Updating (CCU) model [57]

Figure 1.4: Continuous Customer Configuration Updating (C-CCU) model [60]
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1.5 About Stabiplan B.V.

As described by Jansen [56], automating steps in the CCU process ultimately contributes to
Continuous Customer Configuration Updating (C-CCU), enabling a software vendor to become
more responsive to changes in customer and market demands. Jansen [56] defines Continuous
Customer Configuration Updating (C-CCU) as follows.

Continuous Customer Configuration Updating Being able to continuously provide any stake-
holder of a software product with any release of the software, at different levels of quality.

In [60], Jansen shows that implementing C-CCU in a software vendor’s organization reduces
overhead from the development, release, delivery, deployment, activation and usage processes,
enabling a software vendor’s organization to become more responsive to change (see figure 1.4).
Similar conclusions can be found in [9]. However, as with CCU, research mainly focused on
applying and implementing the concept with respect to component-based software.

1.5 About Stabiplan B.V.

This section describes the software vendor, Stabiplan B.V., at which this thesis was carried out.
First, a company profile is provided. Next, the vendor is identified in terms of the software
products and services it develops. Finally, the vendor’s customers, organization structure and
software development processes are identified.

1.5.1 Company Profile

Stabiplan [98] develops and distributes CAD software products for the building services industry,
creating designs in the ‘.dwg’ file format. Stabiplans market leading product, StabiCAD, is now
used by more than 7000 draftsmen every day in the Netherlands and Belgium.

Founded in 1990, Stabiplan has set the basis for CAD software for contractors in the Netherlands
and Belgium. StabiCAD is used daily by most companies in the Dutch speaking building services
industry. With over 3800 customers and more than 8000 licenses sold, Stabiplan is market leader
in its segment.

Stabiplan approximately employs 100 employees. The software development activities are mainly
performed in the Netherlands. Since 2006, a separate software development team is located in
Romania. In that year, Stabiplan Belgium was launched, too. Stabiplan is one of the largest
AutoCAD dealers in the Netherlands and a long-standing partner of Autodesk [6], the vendor of
AutoCAD.

Recently, Stabiplan made its StabiCAD product line available abroad as well. Since August, 2008,
the first localized editions were released for Belgium, France and the United Kingdom. In the
future, other localizations may be developed and released.

Stabiplan is the vendor of a number of software products and services. In the next sections, these
products and services are described.

1.5.2 Software Products

1.5.2.1 StabiCAD V, LT

Before the release of StabiCAD 8, StabiCAD V was Stabiplan’s flagship software product. With
the software, draftsmen are able to draw sewers, air tubes, pipelines and cable routes. Furthermore,
complex surface, volume and resource calculations can be performed. The package includes symbol
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libraries to depict all kinds of radiators, pumps, valves, ducts and other technical or mechanical
products, including corresponding parameters and technical information.

StabiCAD V can be run with Autodesk AutoCAD [6] or IntelliCAD [54] and has a modular design,
which allows customers to set up their own module configuration. Each module is related to a
specific market branch. Examples of modules are ‘Ventilation and Air conditioning’, ‘Electrical
Installation Engineering’, ‘Gas Pipe Calculation’ and ‘Fire Safety’.

While StabiCAD V provides full functionality for full-time draftsmen, StabiCAD LT, the ‘light’
edition of StabiCAD, is positioned as a cost-efficient solution for the infrequent CAD draftsman.
Compared to StabiCAD V, StabiCAD LT lacks calculation- and 3D viewing capabilities. Both
StabiCAD V and StabiCAD LT are component-based, off-line software and run with most recent
versions of Microsoft Windows.

1.5.2.2 StabiCAD 8

After having developed StabiCAD V for around five years, on the 8th of August 2008, Stabiplan
released the next version of StabiCAD: StabiCAD 8. Compared to StabiCAD V and LT, the
improvements of this new version are mainly in the area of the user interface consistency, as well
as in the areas of drawing and calculation intelligence and database uniformity. With StabiCAD
8, the ‘light’ and ‘full’ editions of the StabiCAD software are integrated in one software package,
available in two editions: ‘StabiCAD 8 LT’ and ‘StabiCAD 8 PRO’. Similar to StabiCAD V,
StabiCAD 8 runs with both AutoCAD and IntelliCAD kernels.

1.5.2.3 StabiBASE

StabiBASE can be seen as the StabiCAD control centre. This software module is a solution
for document, database and project administration management, project settings configuration
and symbols overview generation. StabiBASE organizes the drawings and other documents of a
draftsmen by project, object or engineering application. Draftsmen often utilize this software as
the starting point for their drawing activities.

1.5.3 Software Services

1.5.3.1 StabiBASE Web

Recognizing the shift from mostly component-based desktop applications towards service-based
online applications described earlier, Stabiplan realized that an online, service-based alternative
of its StabiCAD control centre should be developed. Enabling draftsmen and project leaders to
access, preview and download their drawings and project documents online via a web browser,
StabiBASE Web is the first of a new generation of service-based applications at Stabiplan.

1.5.3.2 CADsymbols.nl

Manufacturers of certified branch materials for engineering (boilers, pumps, pipelines, etc.) pro-
vided information and drawings of their products to Stabiplan for incorporation within various
StabiCAD modules. However, new versions of Stabiplan software and new versions of symbols are
not always released synchronously. To enable draftsmen to use new or updated drawing symbols
in their drawings, Stabiplan launched CADsymbols.nl. At this website, a large collection of CAD
symbols is presented. Manufacturers can register as a symbol supplier, draftsmen may download
CAD symbols free of charge and incorporate these in their drawings.
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1.5.4 Customers

Until now, Stabiplan roughly sold 8000 licenses to more than 3800 customers. At time of writing,
the company’s customer base mainly consists of Dutch and Belgian companies operating in the
building services and management sector. Whereas StabiCAD V only was released in a Dutch
version, StabiCAD 8 is released in Dutch, English, French and Romanian localizations. The
somewhat larger customers of Stabiplan include Wolter & Dros, Stork N.V. and Imtech N.V. The
software vendor distinguishes two types of users for its software. Draftsmen spending more than 20
hours a week are advised to use StabiCAD 8 PRO, otherwise they are advised to license StabiCAD
8 LT.

1.5.5 Organization Structure

Currently, Stabiplan approximately employs 100 people, divided over the Netherlands, Belgium
and Romania. Most employees (80 people) are located in Stabiplan’s head office in Bodegraven,
the Netherlands. Apart from the head office, a separate team of around 15 people is located in
Romania. Furthermore, Stabiplan Belgium consists of 3 people. Because of its international ac-
tivities, the Stabiplan holding now exists of four companies: Stabiplan B.V. (figure 1.5), Stabiplan
Romania, Stabiplan Belgium and Stabiplan International B.V. (figure 1.6).

Management

Marketing & Public 
Relations

Facility Services

(Management)
Secretary

(License)
Administration

Sales Software Development 
& Research Support & Help desk

Figure 1.5: Organization chart of Stabiplan B.V.

Management

Sales Support Product Management

Figure 1.6: Organization chart of Stabiplan International B.V.
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1.5.6 Software Development

This section describes the situation at Stabiplan based on facts that were gathered during this
thesis research, making use of the research methods presented in chapter 2.

1.5.6.1 StabiCAD V, LT

Since practically all company resources were dedicated to the development and release of StabiCAD
8, there was almost no StabiCAD V- and LT-related development. Only small maintenance
updates for StabiCAD V and LT were released.

1.5.6.2 StabiCAD 8, StabiBASE (Web)

Stabiplan’s development department is split into a number of teams. Each team has a project
leader and is responsible for its corresponding modules and calculations. Towards the release of
StabiCAD 8, numerous pre-releases have been defined, each release representing a major milestone,
related to a set of new features and functionality. Project leaders met very frequently with their
team to discuss and review the progress of their work. With respect to the communication with
the separate development team in Romania, Skype conversations and conferences are initiated on
a regular basis.

Functional requirements elicitation and prioritization concerning the development of the software
package are performed by a product management team, consisting of the CEO, national and
international project managers, as well as a number of project leaders.

Another group of people was responsible for testing all new calculations, modules, interface el-
ements and other functionality introduced in StabiCAD 8. Other people were dedicated to the
localization, graphical aspects, installation procedure and compatibility of the software package.
Major results and milestones concerning the development of both StabiCAD and StabiBASE were
presented during development meetings, possibly combined with a Skype session.

1.5.6.3 CADsymbols.nl

Concerning the development of CADsymbols.nl, hardly any development was done. Again, mainly
because of the focus on the release of StabiCAD 8, practically no effort was put into the develop-
ment of this website. That is, no new features were added, although the provision and registration
of new symbols and engineering materials information to the website continued uninterruptedly.

1.6 Thesis Structure

In the next chapter, this thesis research approach is detailed. Chapters 3 and 4 present the
research outputs of this thesis. Chapter 4 specifically introduces the developed software prototype
(Nuntia) and specifies it on functional and technical level. Chapter 4 also includes the validation
of the prototype with respect to its performance. Chapter 5 presents the results, conclusions
and discussion of this thesis research. This chapter also positions the contribution of this thesis
research in the context of related research and other work. Finally, in chapter 6, future research
is discussed.
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Chapter 2

Research Approach

This chapter details this thesis research approach. First, the research problem and research ques-
tions are defined. Secondly, research steps and outputs are specified. Thirdly, the case study
that is carried out as part of the research is explicated. Finally, the research validation process is
detailed.

2.1 Research Problem

In the introduction of this thesis, four trends concerning software vendors and software develop-
ment were observed.

• Nowadays, software vendors need to be very agile organizations, responsive to changes in cus-
tomer and market demands, while developing software at high speed, low cost and according
to high quality standards.

• Concepts like the Service-Oriented Architecture, Software as a Service and Web service com-
position are rising and increasingly accepted and implemented, ultimately within a Service-
Oriented Enterprise.

• Software vendors shift from the Object-Oriented Development paradigm to the Service-
Oriented Development paradigm, focusing on the development of Web services and online,
Rich Internet Applications instead of offline, component-based desktop applications.

• Still, only few software vendors explicitly plan releases or make use of usage reports nowadays,
and many product software vendors deliver their product software on a ‘manual pull’ basis.

Furthermore, apart from the results already discussed in section 1.4, the Dutch National Product
Release Benchmark Survey 2007 [59] presents another set of interesting findings.

• Almost two third of the participating software vendors indicate that their customers report
bugs via telephone or e-mail; 6% of the companies indicate that bugs are registered and
collected via automatically composed bug reports.

• 30% of the software vendor’s software automatically composes and sends bug reports.

• 95% of the software vendors indicate using licenses, while 18% indicates that licenses are
automatically generated from sales contracts.

• 52% of the participants facilitates customer-specific adjustments or features to their software.
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2.3 Introduction to Design Research

Given the trends and findings above, a solution that enables to apply C-CCU specifically to
service-based software (and therewith specifically enabling a software vendor developing service-
based software to become more responsive to change), is needed. In this thesis, a solution that
fulfills this need is presented. As is explicated and motivated in chapter 3, the concept of C-CCU
as defined by Jansen [56], is only partly applicable to service-based software.

Main Research Question

RQ How can Continuous Customer Configuration Updating be applied to service-based software
and Web services?

Sub Questions

SQ1 What are differences and similarities between software components and services with respect
to C-CCU?

SQ2 What are measurable critical success factors of C-CCU applied to service-based software and
Web services?

SQ3 When is C-CCU, applied to service-based software and Web services, implemented success-
fully?

The solution presented is threefold: it consists of (1) a comparison of the life cycles of component-
based and service-based software to analyze to which extent C-CCU can be applied to service-based
software; (2) a concept that describes this application; (3) a software prototype that provides a
concrete implementation of this concept.

2.2 Introduction to Design Research

The research that has been done in the context of this thesis can be characterized as design research.
Design research is an information technology research methodology which offers guidelines for
evaluation and iteration within research projects [48]. The methodology is an outcome-based
information technology research methodology, which offers specific guidelines for evaluation and
iteration within research projects [103]. Within this methodology, the focus is on the development
and performance of (designed) artifacts with the explicit intention of improving the functional
performance of the artifact.

Design research is characterized by five process steps, where each process step is related to a
specific output type. Furthermore, the methodology defines various knowledge flows that ‘flow’
from specific process steps to process steps preceding these steps. In the next section, this thesis
research is described in terms of the design research methodology. See figure 2.1.

2.3 Design Research in the Context of This Thesis

As visualized by figure 2.1, the design research methodology defines five process steps. In this
section, each process step will be linked to one or more parts of this thesis.

2.3.1 Awareness of the Problem

The first process step is titled ‘Awareness of the Problem’. In the introduction of this thesis
(chapter 1), the problem description of this thesis research is described, and summarized by a

18 Research Approach



Design Research in the Context of This Thesis 2.3
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Figure 2.1: The Design Research Methodology in the context of this thesis (adapted from [103])

main research question. The problem consists of three elements. The first element is the shift
from component-based software to service-based software software vendors are making. The second
element is formed by the application of Jansen’s C-CCU model (and its advantages) to service-
based software. Finally, the third element of the problem is the status of automatic performance,
usage and feedback logging, monitoring and reporting at software vendors in general.

2.3.2 Suggestion

A solution to the problem defined in section 2.3.1 is suggested by this thesis research in the form
of a concept called ‘service knowledge utilization’ (SKU). The SKU concept, which can be seen
as ‘tentative design’ output in the design research methodology, is designed to address each of
the elements the problem consists of. In chapter 3, the concept of service knowledge utilization is
presented.

2.3.3 Development

Part of the SKU concept is a set of artifacts. Each artifact is tightly related to the concept
of SKU and is developed within this thesis research. Furthermore, as visualized by figure 2.1,
each artifact is an output of the ‘Development’ process step of the design research methodology.
Three SKU models, a software prototype and the SKU report are included in this set of artifacts.
The software prototype is called Nuntia and is the main artifact of the design research performed.
Nuntia is presented in chapter 4. The SKU models and the SKU report are described in chapter 3.
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2.4 Case Study

2.3.4 Evaluation

With respect to this thesis research, the ‘Evaluation’ process step of the design research method-
ology concerns the validation of the outputs of the ‘Development’ process step. This validation
occurs in order to investigate to which extent the developed artifacts (as part of the suggested
solution to the problem perceived) contribute to the solution proposed, and (therewith) to obtain
a more profound insight in and understanding of the problem.

The evaluation of the artifacts is done by means of a case study, which is described in section 2.4 of
this chapter. The performance measures that are mentioned as outputs by figure 2.1 are presented
in chapter 4.

2.3.5 Conclusion

‘Conclusion’ is the last process step of the design research methodology. Having evaluated the
research outputs, the last process step entails the formulation of research conclusions. As a conse-
quence, final results and conclusions form the outputs of this process step. Again, as depicted in
figure 2.1, both the results and conclusions contribute to the awareness of the problem. Specifically,
more knowledge concerning the research operation techniques and research goal are gathered dur-
ing the ‘Conclusion’ process step. The results and conclusions of this thesis research are presented
in chapter 5.

2.4 Case Study

This section describes the case study research approach. First, an overview of the various case
study phases is presented. Next, case study techniques that were used to describe the case study
company (Stabiplan B.V.) and gather facts on which the results of the case study are based, are
detailed and research hypotheses are presented.

2.4.1 Overview

As mentioned, the goal of this case study is to evaluate the software prototype and a number
of SKU concepts (the concepts, or artifacts are listed in figure 2.1). An overview of the various
phases of this case study with respect to the software prototype is depicted in figure 2.2. Similar
phases apply to other artifacts.

First, the current situation at the software vendor in the context of SKU was identified (see
section 3.8.3). Next, the software prototype was developed and implemented at Stabiplan. Sec-
tion ?? presents details of this phase. The last phase of the case study is related to the validation
of the software prototype and SKU concepts. Different research methods are utilized to validate
these research outputs. Which research methods are used to validate which research outputs is
detailed in section 2.5; validation results are presented in section 5.1. The research questions of
this research defined in the introduction of this thesis (section 2.1) are partly answered based on
results of the case study.

The next section described the research methods that were utilized in the identification phase of the
case study. Section 2.4.3 lists three hypotheses which illustrate potential effects of a successfully
operating SKU implementation. The validation process of this thesis research is described in
section 2.5.
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Current situation identification

Software prototype implementation

Software prototype validation

Figure 2.2: Case study phases

2.4.2 Research Methods

In order to gather facts on which the results of the case study are based, various case study research
methods have been used. Yin [116] has defined six sources of case study evidence: documentation,
archival records, interviews, direct observations, participant-observation and physical artifacts.
Four sources are utilized within the context of this thesis research.

Direct Observations Various ‘direct observations’ were made during the presence at Stabiplan.
First, a company introduction tour was done, giving an impression of the structure and
departments of the company. Furthermore, this tour aided with indicating the key people
within the organization because during this introduction, a number of short introductory
conversations were held. Second, a number of development meetings were attended. During
these meetings, software developers and project leaders presented the progress of their work
or projects and presentations about new project management methods and programming
language features were given. Because of the substantial amount of ‘around the coffee ma-
chine’ chatter during these meetings, the meetings helped in getting a realistic view of the
company, its culture and its employees. Employees were very engaged and motivated to
deliver on-time, in order to meet the release date of StabiCAD 8.

Documentation Stabiplan provided documents such as software architecture specifications, soft-
ware manuals, process descriptions, meeting agendas and various memos. During the case
study, these documents have been studied, partly as part of the preparation on the case
study interviews (see below).

Software A training session was attended in order to get familiar with the Stabiplan software, its
end-users and Stabiplan’s training sessions. Furthermore, during the presence at Stabiplan,
the software being developed — mainly StabiBASE Web — was observed on both code and
usage level. Being positioned near the main Skype PC of the development department of
Stabiplan, many programming problems, reviews and solutions were observed1.

Interviews Yin [116] defines three types of interviews: open-ended interviews, focused interviews
and (semi-) structured or survey. In the context of the case study of this thesis, twenty semi-
structured interviews have been conducted. Moreover, a survey has been designed specifically
for each of the departments within the organization of Stabiplan employing people that were
invited to the case study interview. This survey was sent to the interviewees, and had

1 As indicated in section 1.5.6, Skype was used to communicate with the development team in Romania.
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to be returned filled-in, before the start of the interview. The filled-in surveys were also
studied before the start of the interviews and frequently led to new interview questions.
During the interviews, which were always one-on-one, the surveys served as a guide to make
sure that all relevant aspects of the situation at the company with respect to SKU would be
addressed. Mostly, interviewees were asked to elaborate on their survey answers and describe
the ‘current’ situation at their department. Eventually, interviewees were asked to share their
understanding or opinion concerning a possible future situation and the consequences of such
a situation.

2.4.3 Hypotheses

The SKU characterization model presented in chapter 3 defines four types of software vendors
in terms of SKU level, flexibility and responsiveness. After having implemented the software
prototype successfully (second phase of the case study, see figure 2.2), it is expected that three
potential effects of this implementation can be observed.

Decrease of Time To Market (TTM) It is expected that, utilizing a complete SKU imple-
mentation, the software vendor’s time to market will be shortened. Three causes can be
identified. First, the internal communication of the software vendor will be improved be-
cause the SKU report provides an informed view on the performance, usability and usage
of the software, easing feature-related decision making and consequently shortening the re-
lated management meetings. Secondly, frequent analysis of the the SKU reports potentially
discloses end-user’s configuration and severe bugs earlier and may help to reproduce bugs,
possibly resulting in shorter overall development cycles. Thirdly, by effectively utilizing
the software (usage) knowledge gathered, changes in customer and market demands poten-
tially are expected and incorporated in the vendor’s projects at an earlier stage, in a shorter
amount of time. As motivated in chapter 3, a short time to market contributes to an increase
of the vendor’s flexibility.

Responsiveness Increase The software vendor’s responsiveness, for example to issues reported
to its help desk, may increase when the vendor has implemented the SKU prototype. With
the SKU presented, the usage of software is logged continuously. Furthermore, actions could
be defined that have to be executed when specific events occur and are logged. For example,
an action could describe that as soon as a severe exception occurs, the help desk of the
software vendor has to be informed.

SKU Level Increase By implementing the software prototype (which provides a service knowl-
edge utilization implementation for software vendors developing service-based software), it
is expected that Stabiplan’s SKU level will increase. As detailed in section 3.8.3, Stabiplan
currently has no objective data on the usage and feedback on its software. When Stabiplan
succeeds in effectively involving the service knowledge the prototype provides in its decisions
(concerning the development of a new service feature, for example), it is expected that the
vendor’s SKU level will increase.

In chapter 5, research conclusions are presented. Part of the conclusions is an overview of which
hypotheses could be confirmed, and which hypotheses have to be rejected.

2.5 Research Validation

The case study evidence, research outputs and the hypotheses have to be validated in order to be
reliable and useful. This validation is accomplished in several ways.
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Interviews In order to determine the correctness of the information interviewees provided and
the information gathered during direct observations, various reflective questions were asked
during the interviews, especially during the interviews with key people of a department or
the total organization. Furthermore, a number of project leaders, lead developers and help
desk employees were asked to give their opinion about the final prototype and its fit within
the organization.

Expert Validation Before implementing the prototype, both the metrics and formulas used to
calculate the service indices of the SKU report (generated by the software prototype) were
reviewed and validated by the product managers of Stabiplan. Furthermore, Stabiplan’s
head developers and CEO were asked to review the SKU report generated by the prototype.
Specifically, they were asked to validate and judge the value, relevance and usefulness of the
information contained in the report, with respect to the factors that determine the SKU
level and the flexibility of a software vendor (as described in section 3.8.2), the goal of the
report (improve the software vendor’s service knowledge utilization and responsiveness), as
well as the hypotheses listed before. All experts received a set of statements related to the
research outputs, which they were asked to confirm or reject using a Likert scale (1: strongly
disagree, 5: strongly agree).

Testing A number of Stabiplan’s head developers and testers, as well as Stabiplan’s CEO were
asked to test the software prototype developed during the case study. This was done to
validate and test the software in practice, inter alia in terms of stability and performance.

Table 2.1 details which party or research method is used to validate which (part of) research design
output. As mentioned, results of the validation process at Stabiplan are presented in section 5.1.

Research Output
Research Method

Interviews Expert Validation Testing

SKU Characterization Model
√ √

SKU Report
√

Software Prototype
√ √

Hypotheses
√ √

Table 2.1: Research validation overview

2.6 Summary

Based on the research triggers described in this thesis introduction, the main research question
that is answered by this thesis research is ‘How can Continuous Customer Configuration Updating
be applied to service-based software and Web services?’. The research that has been done in the
context of this thesis can be characterized as design research. Design research is characterized by
five process steps, where each process step is related to a specific output type. The first output step
of the design research methodology is titled ‘Awareness of the Problem’. The research problem
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of this thesis consists of three elements: the shift from component-based software to service-
based software software vendors are making, the application of Jansen’s C-CCU model (and its
advantages) to service-based software and the status of automatic performance, usage and feedback
logging, monitoring and reporting at software vendors in general. A solution is suggested in the
form of a concept called ‘service knowledge utilization’ (SKU). The SKU concept can be seen as
‘tentative design’ output.

Direct observations, documentation, software, and interviews are used in order to gather facts on
which the results of the performed case study are based. After having implemented the SKU
concept, it is expected that a vendor’s TTM will decrease and that both a software vendor’s
responsiveness as its SKU level will increase. Research outputs and hypotheses are validated by
means of interviews, expert validation and testing.
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Chapter 3

SKU: Service Knowledge
Utilization

Before the application of Continuous Customer Configuration Updating to service-based software
is studied, the underlying concepts of this application are defined and discussed. First, differences
and similarities between components and services are discussed. Secondly, life cycles of on the
one hand software based on components, and on the other hand software based on services are
studied. After having analyzed the groundwork, the concept of service knowledge utilization is
presented. The models that were identified as design research artifacts in chapter 2 and are part
of the SKU concept, are described. The SKU process model, SKU in a software supply network
(SKU-SSN) model and SKU characterization model, as well as the SKU report are detailed in
this chapter. Finally, Stabiplan’s situation is identified in terms of service knowledge utilization.

3.1 Services vs. Components

3.1.1 What is a Component?

The term ‘component’ is used to characterize many different concepts. This is reflected in the
definition of the term in the online dictionary Dictionary.com [26]: it defines a component (among
others) as (1) a constituent part; element; ingredient ; (2) a part of a mechanical or electrical
system: hi-fi components; and (3) being or serving as an element (in something larger); composing;
constituent: the component parts of a computer system.

In the context of this thesis research, the term ‘component’ is understood to be a software com-
ponent. According to Wikipedia, ‘a software component is a system element offering a predefined
service and able to communicate with other components’ [27]. More specifically, Szyperski defines
a component as ‘a binary unit of composition with contractually specified interfaces and explicit
context dependencies only. A software component can be deployed independently and is subject to
composition by third parties’ [100]. Allen [2] describes a component as ‘an executable unit of code
that provides physical black-box encapsulation of related services. Its service can only be accessed
through a consistent, published interface that includes an interaction standard. A component must
be capable of being connected to other components (through a communications interface) to a larger
group’ — indicating the similarities between a software component and a software service, as is
discussed in section 3.1.3.

Components are self-contained — can be deployed and versioned independently. Within object-
oriented programming, software components often take the form of objects or collections of ob-
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jects [100], defined by a method signature. Objects that form parts of component ‘instances’ are
almost never deployed — a software component is what is actually deployed. Other characteristics
of high quality software components include reusability and composability. Composite software
that is composed of software components is called component(-based) software.

3.1.2 What is a Service?

Similar to the term ‘component’, the notion of a service can be applied to many different concepts
in the daily life. Many organizations provide services to customers, clients, employees or business
partners. A post office, for example, provides various services to business clients and citizens.
Typical, basic services include post delivery-, direct mail- and insurance services. These services
are divided over a number of counters, some counters possibly providing the same service to ensure
high service availability. To the customer, it does not matter what exactly happens behind the
counter to fulfill the specific service — as long as it is fulfilled. Processing and completing a
complex transaction may require the customer to visit a number of counters, in fact following a
business process flow. This is regularly the case with municipality services (passport acquirement,
etc.). According to Bennet et al. [72], the following definition of a service is widely accepted.

Service An act or performance offered by one party to another. Although the process may be
tied to a physical product, the performance is essentially intangible and does not normally
result in ownership of any of the factors of production.

However, in the context of this thesis research, the term ‘service’ is understood to be a software
service. According to Eindrei et al., a software service is generally implemented as ‘a coarse-
grained, discoverable software entity that exists as a single instance and interacts with applications
and other services through a loosely coupled, message-based communication model ’ [34].

As already stated in the introduction of this thesis, software services are loosely-coupled (services
can be developed and evolved independently, while being dynamically discovered and utilized)
and support interoperability. Software services have a clear functional meaning, often related to
business goals. Composite software that is composed of software services is called service-based
software.

3.1.3 Differences and Similarities

While services and components may appear similar at first sight, services and components are
not the same, and they do not represent the same concept. Neither is a service equal to an
object in programming language terms. Instead, a service is close to the concept of a business
transaction (as may be clear from the ‘daily life’ example discussed earlier). A service consists
of a collection of components that work together in order to deliver the business function that
the service represents. Furthermore, a service normally accepts more data in a single invocation
and consumes more computing resources than a component1 [79]. Therefore, in comparison,
components are finer-grained than services. However, services vary in granularity, depending on
their type and goal (an overview of service types is presented in figure 3.4). In addition, while
a service maps to a business function, a component typically maps to business entities and the
business rules that operate on them [34]. The following example clarifies the differences between
and similarities of both concepts. See figure 3.1.

The Customer Licenses class diagram visualizes three classes (‘components’) that provide methods
to obtain information concerning the customer’s licenses and applications, including its total license

1 A service consumes more computing resources than a component because of the need to map to an execution
environment, process the XML, and often access it remotely [79].
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Figure 3.1: Customer Licenses class diagram

costs. The SoftwareApplication component provides methods to identify the software application
that is licensed by a particular license owned by the customer. The License component provides
methods to identify both the customer owning the license and the software application that is
licensed, as well as a method to determine the period of time the license is valid. The components
are created to closely match business entities and encapsulate the behavior that matches the
entities’ expected behavior [34].

In service-oriented software design, services are not designed to match business entities — a service
manages operations across a set of business entities. Referring to the Customer License example
again, a Customer service will respond to any request from any other system or service that needs
to access customer information. The customer service ‘owns’ all the data related to the customers
it is managing. Furthermore, the service is capable of making other service inquiries on behalf
of the calling party. This means a service is a manager object that creates and manages its set
of components [34]. Services are designed to solve interoperability issues between applications,
or to use within the process of new application composition. Table 3.1 provides a services and
components comparison summary.

Research has been done to unify the component and service concepts and characteristics. Yang and
Papazoglou [115] propose the concept of a service component to raise the Web services abstraction
level by facilitating Web service reuse, extension, specialization and inheritance. The service
component consists of a single, public interface, which describes via what types of messages and
ports it is able to communicate. A service component’s composition logic specifies how the service
is constructed out of Web services by implementing two constructs: the composition type, which
specifies how the constituent services are executed, and the message dependency, which specifies
the message dependency relation between the service component and its constituent services.
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Criterion Components Services
Abstraction Business entity, including business

rules
Business function
(set of business entities)

Goal Solve interoperability issues; Use
within new application composition

Create detailed business logic for
applications

Invocation Restricted amount of data accepted;
low use of computing resources

More data accepted; high use of
computing resources

Granularity Fine-grained Relatively coarse-grained, variable

Definition Method signature Message signature (WSDL)

Table 3.1: Services and components comparison

The service components of Yang and Papazoglou should not be confused with the service com-
ponents described in the Service Component Architecture (SCA). SCA is based on the idea that
a business function is provided as a series of services, which are assembled to create solutions
that serve a particular business need. Service Component Architecture provides a model both for
the composition of services and for the creation of service components, specifically for building
applications and solutions based on a SOA [95]. In SCA, the unit of construction is the compo-
nent, consisting of a configured instance of a piece of program code providing business functions.
The business function is offered for use by other components as services. SCA describes the
content and linkage of an application in assemblies called composites. Composites can contain
components, services and references, including the descriptions of the connections between these
concepts. The core of the architecture is the Assembly model, which describes applications and
solutions in terms of components and composites, which group, organize and connect components
into larger assemblies [63].

While effort is made to unify the concepts of a component and a service, and to merge the
characteristics of both concepts, one should not neglect the differences between the notion of a
component and a service. The efforts towards an unification of both concepts can be seen as an
acknowledgement of the contrast between the concepts.

3.2 Views on the Software Life Cycle

Before discussing software life cycles, it is important to note that the term ‘software life cycle’
is not equivalent to, and should not be confused with ‘Systems (or Software) Development Life
Cycle’ (SDLC). While both concepts are frequently used interchangeably, in this thesis, we use
the term ‘software life cycle’ to refer to the complete software life cycle — including the ‘life’ of
software outside the organization of a software vendor. The concept of SDLC mainly focuses on
the (development phase in the) life cycle of software at a software vendor [30].

First, this section describes the life cycle of component-based software. Next, the life cycle of
service-based software is presented.

3.2.1 Component-based Software Life Cycle

The International Organization for Standardization (ISO) published a standard for software life
cycle processes, defining all tasks required for developing and maintaining software [42; 61]. Fur-
thermore, a number of software life cycle models have been developed [20; 31]. The view on the
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component-based software life cycle described in this thesis is based on the CCU and C-CCU
models of Jansen [56] and is similar to the staged model of Rajlich and Bennet [89]. Based on this
literature, the component-based software life cycle consists of six phases: development, release,
delivery, deployment, activation and usage. These phases of the component-based software life
cycle are discussed and explained below; see table 3.2.

Development The software vendor develops its software (main software product, software
updates, major and minor patches, etc.), including tools and manuals. This
includes the composition of different components in order to create compos-
ite software.

Release In the release phase, the software vendor announces and releases a new
version of its main software product, an update, or a patch.

Delivery Concerns the delivery of software, licenses, manuals and knowledge to
customers.

Deployment Software is deployed (installed and configured), removed (roll-back) or up-
dated at the end-users’ systems. In large enterprises for example, the de-
ployment of software updates may affect thousands of computers and involve
terabytes of data.

Activation In the activation phase, software is activated with a license (software code,
hardware dongle, etc.). The ‘retirement’ or deactivation of software — that
for example, takes place when the company using the software decides the
software has to be replaced by other software — also happens within this
phase.

Usage Concerns the usage logging, error reporting and feedback management of
the deployed and activated software.

Table 3.2: Phases of the component-based software life cycle

As concluded by Rajlich and Bennet [89], each phase has very different technical solutions, pro-
cesses, staff needs, and management activities. Being well applicable to component-based software,
the fit between the component-based software life cycle described above and service-based software
is being questioned [56]. In the next section, a service-based software life cycle is presented. Next,
differences and similarities between both life cycles are discussed.

3.2.2 Service-based Software Life Cycle

In literature, the phases that are part of the (web) service life cycle are often presented in a layered
fashion. Papazoglou and Georgakopoulos [85] define three layers (or service types) within the
service-oriented architecture: basic services, composite services and managed services. The first
layer, basic services, deals with service discovery, selection, binding, composition and publication.
The second layer, composite services, concerns coordination, conformance, monitoring and Quality
of Service. The upper layer, managed services, is concerned with certification, Service Level
Agreements (SLA), and assurance and support processes. As also observed by Milanovic [76], only
the basic services layer is well-defined and standardized. Within the Web services architecture,
the composition, selection, binding and publication of services are realized by WSDL, SOAP and
UDDI (see section 1.2.1).

In this thesis, the definition of (positioning of, and processes within) the management phase of the
service-based software life cycle is based on other literature, overlapping both the composite and

SKU: Service Knowledge Utilization 29



3.2 Views on the Software Life Cycle

managed services layers mentioned before. With respect to the service management framework
presented in [52], ‘service management’ entails the creation, updating, deployment, executing and
monitoring of services. According to [87], service management includes visibility and control
capabilities, as well as interactive monitoring, alerting services, administration, and reporting.

When a service is online for a specific period, the service is managed (redeployed or reconfigured,
for example). In most cases2, services, end-users or other ‘clients’ are able to utilize the service —
in its new deployment state and configuration settings — again when the process of managing the
service has been completed. At that point in time, the processes of usage monitoring and usage
feedback (re)initiate, because of the new deployment state or configuration settings. The usage
phase is the last phase in the life cycle of service-based software. See table 3.3.

Development The development phase concerns the development of a service by a software
vendor.

Discovery In the discovery phase, services are published and discovered — often by
utilizing a service repository (UDDI or other service registry).

Selection Based on characteristics of the service that is requested, as well as other
requirements, a service(s) selection is made.

Composition When needed, a new service is composed and published, based on the ser-
vices selected in the previous phase.

Management This phase includes the deployment, configuration, licensing and activation
of services.

Usage In the usage phase, the utilization of a service is monitored and logged. This
phase also includes the process of usage feedback gathering and reports and
statistics generation.

Table 3.3: Phases of the service-based software life cycle

3.2.3 Differences and Similarities

Observing both life cycles, one could conclude that both cycles are quite similar in terms of what
the cycles are life cycles of — namely, software — and how this software is evolving through
the different phases of its life cycle. In both life cycles, a similar pattern with respect to the
characteristics of the life cycle phases can be observed. The phases of both life cycles can be divided
in three stages: ‘creation and publication’, ‘configuration and management’ and ‘utilization and
monitoring’. See figure 3.2.

1. First, the software is created and published. In the component-based software life cycle,
the process of software creation and publication comprises the development, release and
delivery phases. Analyzing the service-based software life cycle, the phases ‘development’
and ‘discovery’ are comprised by this process. Web services that are composed of other, more
fine-grained services (composite services), also pass through the selection and composition
phases. When this stage (stage 1) is completed, the software that is subject to management,
utilization and monitoring, is defined. In the component-based software life cycle, this stage
is completed after completing the delivery phase. With respect to the service-based software
life cycle, stage 1 is completed after completing the composition phase.

2 The management of a particular service could also entail the discontinuity of this service.
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2. Second, the software is configured and managed. Observing the component-based software
life cycle, the process of software configuration and management comprises the deployment
and activation phases. In the service-based software life cycle, this process is implemented
by the management phase. Having completed stage 2, software is ready to be utilized and
monitored.

3. Third, the software is utilized and monitored by humans or other software. Furthermore,
feedback concerning the software is gathered. Obviously, this stage is implemented by the
usage phase of both the component-based software life cycle and the service-based software
life cycle.

1. Creation 
and publication

2. Configuration
and management

3. Utilization
and monitoring

Stage
Life cycle phase

Component-based software Service-based software

Development

Release

Delivery

Development

Discovery

Selection

Composition

Deployment

Activation

Management

Usage Usage

Figure 3.2: Differences and similarities between the component-based software life cycle and the service-
based software life cycle

Once component-based or service-based software is deployed, its life cycle continuously runs
through the stages ‘configuration and management’ and ‘utilization and monitoring’ — until the
software is discontinued (e.g. uninstalled at the configuration and management stage). Inde-
pendent of the software type (component-based or service-based), software vendors update their
software regularly. At that moment, the software switches from ‘utilization and monitoring’ to
‘configuration and management’. When the software is updated, or unsolvable update issues oc-
cur, the reverse switch is made. A more detailed illustration of these situations is provided in
section 3.5.

A number of differences between both life cycles can be observed. First, a noticeable difference is
the absence of a release phase in the service-based software life cycle. Regularly, service software is
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accessed via its address (URL) and a web browser. New releases, updates and patches are directly
published and applied ‘from behind the scenes’ to the client or end-user — at most, the client or
end-user is redirected to another location in order to detect the changes. Google [44] added several
features (e.g. chat, color labels, rich text editing) to its mail service Gmail3 just by updating the
service ‘server-side’ — no specific action was needed from the end-users in order to be able to use
the new features. The online personalized start page service Netvibes4, a typical Rich Internet
Application (RIA) similar to Gmail, is updated similarly: several releases are published, without
requesting any significant effort from the end-users.

Secondly, a difference that is also observed by Jansen [56], is the absence of a delivery phase
(or a comparable phase) in the service-based software life cycle. This is because with respect
to service-based software (life cycles), no delivery start- or endpoint (or periods) in time can be
indicated. The delivery of service-based software takes place in a completely transparent manner,
mostly virtually and through widely-used communication protocols of the Internet, like SOAP
(see section 1.2.1.2) or the Hypertext Transfer Protocol [40] — unlike component-based software,
service-based software usually is not delivered in a physical form (e.g. a software package with a
CD or DVD).

Thirdly, the service-based software life cycle has no explicit deployment phase. While service-based
software has to be deployed before it can be used, the process of service deployment is of a smaller
scale than that of component-based software. This is mainly because of the fact that in order
to use the software, services often are installed (or updated) at one server (‘entry point’), while
the use of component-based software may require installation in numerous software and hardware
environments (on all PCs of the employees of an enterprise department, for example). In some
cases, service-based software does not have to be deployed at all, for example when software
development is done at a web server.

Concluding, the release and deployment phases of the service-based software life cycle are less com-
plex and of a smaller order than these of the component-based software life cycle, while the delivery
phase is even completely absent in the former life cycle. Therefore the release and deployment
phases are incorporated in the discovery and management phases, respectively, since ‘discovery’
includes the publication of a service and in the service-based software life cycle, ‘management’ is
the only phase in the configuration and management stage.

3.3 Service Types

Whether a service passes through the life cycle phases ‘selection’ and ‘composition’, depends on
the type and granularity of a service. Krafzig et al. [66] present a service type classification by
defining four types of services:

• Basic services

• Intermediary services

• Process-centric services

• Public Enterprise5 services

Depending on the type and granularity of a service, the life cycle phases ‘discovery’, ‘selection’
and ‘composition’ are optional. Table 3.4 gives an overview of the different service types6.

3 http://gmail.com
4 http://netvibes.com
5 The type and role of the ‘Public Enterprise’ mentioned here are corresponding to those of the service-oriented

enterprises in figure 1.2 of the thesis introduction.
6 The table is adapted from, and based on the work by Krafzig et al. [66]

32 SKU: Service Knowledge Utilization



Service Types 3.4

Criterion Basic Intermediary Process-centric Public Enterprise

Description Simple data-
or logic-centric
services

Technology
gateways,
adapters

Services encap-
sulating process
logic

Services shared with
other enterprises or
partner organizations

Impl. com-
plexity

Low–moderate Moderate–
high

High Service-specific

State
management

Stateless Stateless Stateful Service-specific

Reusability High Low Low High

Change
frequency

Low Moderate–
high

High Low

Granularity Fine-grained Fine-grained–
coarse-grained

Coarse-grained Service-specific

Full life
cycle

No Yes Yes Service-specific

Example Stock quote
Web service

ERP adapter
service

Airline ticket
reservation ser-
vice

Shipment tracking
service

Table 3.4: Service type comparison (adapted from [66])

Analyzing this service type overview, one can observe that typically services that have high imple-
mentation complexity, low reusability and a high change frequency (‘intermediary’ and ‘process-
centric’ services) evolve during the complete service-based software life cycle — including the life
cycle phases ‘selection’ and ‘composition’. These characteristics indicate that such a service is
considerably complex, likely consisting of a number of finer-grained services and relating to a spe-
cific business process. These types of services are difficult to implement and are subject to many
changes. Because a high composite service implementation change frequency may imply a high
service composition change frequency (e.g., the selection of basic services a composite service ex-
ists of, is altered), it is likely that coarse-grained, composite services (i.e., legacy systems adapter
services or ticket reservation services) pass the the optional phases of the service-based software
life cycle more frequently than basic services.

On the contrary, basic and highly reusable services (like a stock quote service or a weather forecast
service) have a low change frequency and are relatively easy to implement. Because of the fine-
grained character of basic services, it is not likely that basic services are composite services. Mainly
because of the low change frequency, it is unlikely that such services go through both selection
and composition phases of the service-based software life cycle. See figure 3.4.
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3.4 C-CCU and Service-based Software

Having described both software life cycles, in this section, the C-CCU model is discussed with
respect to service-based software and the service-based software life cycle.

3.4.1 Definition

Jansen indicated that automating steps in the process of Customer Configuration Updating (CCU),
which he defines as ‘the release, delivery, deployment and usage and activation processes of product
software’ [57], ultimately contributes to Continuous CCU, enabling a software vendor to become
more responsive to changes in customer and market demands.

Obviously, the definitions of both CCU and C-CCU (see section 1.4) are mainly targeted on, and
applicable to component-based software — which becomes clear by observing the life cycle phases
of the component-based software life cycle. Concerning the application of the C-CCU concept to
service-based software, this is problematic.

As described in section 3.2.3, the life cycles of both software types only match in stage 3 (‘utilization
and monitoring’). While both life cycles entail creation, configuration, and utilization stages,
the cycles differ in the first two stages: the service-based software life cycle lacks a delivery
phase, and its release and deployment phases are significantly shorter than the component-based
equivalents (the phases are incorporated in the discovery and management phases of the life cycle,
respectively). See figure 3.2.

Apart from its focus on component-based software, the concept of C-CCU relies on the (quality
of) releases of software — as illustrated by the definition of the concept. Obviously, this is also
problematic in applying C-CCU to service-based software, since the release phase of the service-
based software life cycle forms a small and relatively little time-consuming phase compared to
other phases in its life cycle.

Observing these limitations, C-CCU can only partly be applied to service-based software and Web
services. Analyzing figure 1.4, only the logging and feedback aspects (policies) of the C-CCU
model are completely applicable to this type of software. This is also visualized by the life cycle
comparison in figure 3.2. Both life cycles only completely match in the utilization and monitoring
stage (usage phases).

Therefore, a new term is introduced, taking into account the limitations described above: ‘Service
Knowledge Utilization’ (SKU). SKU describes the application of C-CCU to service-based soft-
ware, and expresses to which extent (or: on which area) the concept of C-CCU is applicable to
service-based software. SKU focuses on the third stage of the software life cycles (‘utilization and
monitoring’) and is defined as follows.

Service Knowledge Utilization Using service performance, usage and feedback knowledge to
support the software development and maintenance processes and make software vendors
more flexible and responsive to service performance and usage changes, both at specific
customers and concerning their software in general.

As may be clear, to enable a software vendor developing service-based software to become more
flexible and responsive to performance and usage changes in its software, the role of service knowl-
edge (and the utilization of this knowledge, SKU) is of high importance. This is explicated in
section 3.4.2 and 3.8.
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3.4.2 Software Vendor Responsiveness

The introduction of this thesis already pointed out the increasing demand on enterprises (and
specifically software vendor organizations) to be highly dynamic and agile organizations and to
respond quickly to market situations, demands and changes. As concluded earlier by Jansen [60],
and confirmed by findings in [9], implementing C-CCU in a software vendor’s organization reduces
overhead from various software life cycle processes, enabling this organization to become more
responsive to change.

In the context of concept of service knowledge utilization presented in this thesis, we define a
software vendor’s responsiveness as follows.

Responsiveness The speed at which changes are implemented based on service performance,
usage and feedback data, relative to the size of the changes.

While the ability to be responsive to changes in customer and market demands is important to
software vendors developing component-based software, this ability is important to companies that
develop service-based software (e.g. Web services), too — both in business to business (B2B) and
business to consumer (B2C) environments (see figure 1.2). Software vendors developing software
services for companies that have implemented a service-oriented architecture successfully, may
need to respond even earlier and quicker. This is illustrated by examples below.

A small software company called Terra Computing develops a route planning service.
Based on a start- and end location, the route planning service presents the fastest route
between both locations, based on recent traffic data. The service is based on two 3rd
party services: one for acquiring map data, and one for acquiring traffic data. Terra
Computing’s service views maps — on which the actual route is drawn — by utilizing
the acquired map data. The software vendor has contracted Microsoft to provide this
geographical data. To this end, Terra Computing licensed Microsoft’s Live Search
Maps Web service. However, at one day, the software vendor receives an offer from
Google concerning the use of its Google Maps service. After having investigated the
Google’s service, the Terra Computing decided it wanted to replace the Live Search
Maps Web service (and its corresponding license) by the map service of Google, based
on the extra functionality it provides and its lower costs.

In the example of Terra Computing above, Microsoft’s map service is replaced by a similar service
of Google. Especially when the offered functionality of the service is similar, both services are
easily interchangeable, enabling the software vendor to switch services without vast architecture
changes. At the same time, another software company (Microsoft) is losing a customer within one
day.

Web Mobile offers a short message service (SMS) Web service, enabling 3rd parties
as well as end-users to send free SMS messages via the Internet. The service was an
enormous success in the first months after its initial release. However, by analyzing
the web server’s logs, Web Mobile’s system administrator discovered a steady decrease
in the amount of visitors and messages sent per day. Further analysis of the market
situation points out that the day before the amount of visits started to decrease, Web
Mobile’s main competitor published a similar service, with extra features (sent multiple
messages at once, receive read confirmation) and an easy-to-use user interface.

As the examples above illustrate, customer relationship management (CRM), customer commu-
nication and service knowledge are important to software vendors, especially during the time
software is actually used by customers and clients. When software vendors gather and utilize
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knowledge about the performance (number of exceptions, response time, etc.) and usage of their
software and feedback and wishes of their customers, situations described in the example above
might be prevented, or prevented earlier. Instead of directly switching services, the software ven-
dor of the example above could also demand extra functionality of Microsoft — with the effect
that Microsoft’s service offers the same functionality as Google’s service and the software vendor
decides not to change services — for example. Web Mobile’s customers may have kept using Web
Mobile’s message service instead of ‘blindly’ switching to another SMS service, when Web Mobile
introduced new features earlier.

Factors that influence the responsiveness of a software vendor are detailed in section 3.8. In the
next section, the SKU process model is presented. By visualizing important knowledge streams
and processes with respect to the communication between the software vendor developing service-
based software and the customer, this model forms the basis of the SKU-SSN model (presented
in section 3.6).

3.5 SKU Process Model

The previous section illustrates that for a software vendor developing service-based software,
knowledge about the service performance, usage and feedback is required to be an agile and
dynamic organization that responds quickly to market changes and customer demands. In this
section, the SKU process model is presented. The SKU process model depicts important knowl-
edge streams and activities within the process of service knowledge utilization (i.e., continuous
customer configuration updating for service-based software). The model is described by using the
process-deliverable diagram (PDD) technique [104], see figure 3.3.

3.5.1 Concepts

The SKU process model consists of six main activities (development, discovery, selection, compo-
sition, management and usage), every activity corresponding to a particular phase of the service-
based software life cycle. Various concepts are important to complete the activities. Important
concepts within this model (and within the service-based software life cycle) are described below.

component A binary unit of composition with contractually specified interfaces and explicit
context dependencies only. A software component can be deployed independently and is
subject to composition by third parties [100]. It can form a part of a service. See section 3.1.1.

service A coarse-grained, discoverable software entity that exists as a single instance and inter-
acts with applications and other services through a loosely coupled, message-based com-
munication model [34]. Often registered in a service repository. Can be composed of
components or other, finer-grained services. See section 3.1.2.

interface definition Defines a set of public service method signatures, logically grouped but
providing no implementation [34]. An interface defines a contract between the requester and
provider of a service. Any implementation of an interface must provide all methods. When
a service is published, its interface identifies and represents the service and enables its
dynamic discovery. See section 1.2.1.2.

service repository A registry framework that enables the description and dynamic discovery
of web services. See section 1.2.1.2.

usage log A data record containing software (service) usage data. Based on [38], this log con-
tains software service identification and configuration information, as well as operations and
events details.
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Figure 3.3: SKU process model
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feedback report A data report containing user feedback and user experience data.

usage and feedback database A database containing usage logs and feedback reports.

statistical usage report A report, containing performance, usage and feedback statistics,
based on usage logs and feedback reports in the usage and feedback database.

bug database A database containing bug records.

bug record A data record capable of containing bug information, including vendor-, service-
and method data.

In the next section, the parties depicted in the model are characterized.

3.5.2 Parties

All activities and concepts within the SKU process model are grouped within a party: software
vendor, end-user or third party. Like figure 3.3 depicts, the usage and feedback database could
be located at a ‘third party’. This is the case, for example, when neither the software vendor
nor the end-user’s organization has the capacity or resources to host this database. A software
vendor or an end-user’s organization may decide to outsource the service management activities
and responsibilities to a third party likewise.

However, one should note that regarding the location of the usage and feedback database, various
scenarios are plausible. This database may be hosted at the software vendor, at a third party,
or at the end-user’s organization. Nevertheless, the usage and feedback database may also well
be hosted at both organizations — as is assumed in the SKU-SSN model (see section 3.6). The
management activities may well be executed at one of the three parties, too7.

3.5.3 Activities

The first four activities of the SKU process model are typically passed by and passed at a software
vendor. However, depending on the service granularity, the discovery, selection and composition
activities of both the SKU process model and the Web service life cycle are optional (as indicated
in section 3.2.3). The last two activities, ‘Management’ and ‘Usage’, are phases the end-user
(or third party) goes through. Within each activity, the main sub activities of that activity are
depicted.

It is important to note that the activities at both the software vendor and the end-user’s orga-
nization are separate processes that take place continuously. The activity link between software
vendor (‘Discover service’) and end-user’s organization (‘Deploy service’) is only passed when the
end-user’s organization decides to deploy a new service. Apart from that situation, the SKU
process model represents two separate processes — one at the software vendor, and one at the
end-user’s organization — taking place continuously.

Another point of attention is formed by the first three activities taking place at the software vendor:
development, discovery and selection. If the software vendor initiates the ‘Development’ activity
with the intention to only create a basic service, the ‘Development’ and ‘Discovery’ activities are
passed and sequentially, the ‘Management’ activity is entered. However, if the ‘Development’
activity is initiated to develop a composite (intermediary or process-centric) service, the discovery
activity is skipped and the selection and composition activities are passed. In that case, a new
development activity may be initiated if the activity ‘Discover services’ (within ‘Selection’) does
not deliver the services needed to create the planned composite service. Because the initiation of

7 This is indicated by the asterisk (*) in figure 3.3.
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a new ‘Development’ activity may be recursive (a heavily composite service may consist of finer-
grained, intermediary services, which consist of smaller, composite services, which are composed of
basic services8), this initiation is depicted with a double-headed arrow9. So when the development
activity is entered, the number of activities within the process depends on the type of the service
that is being developed, as well as wether (in the case of a basic service) the service is part of
a composite service. When the development activity is entered as part of a recursive loop (a
composite service is developed), the recursion ends in the ‘Discovery’ activity before the ‘Discover
service’ sub activity — when the granularity of the developed service is such that it can be
considered a basic service, that is. In that case, a second double-headed arrow is passed, returning
to the ‘Selection’ activity again, skipping the activities ‘Gather requirements’ and ‘Define selection
criteria’. Otherwise, the ‘Discovery’ activity was skipped and the ‘Selection’ activity was initiated,
possibly invoking a new recursion.

As depicted in the last two activities of the model, the end of the service-based software life cycle
could end from within the ‘Management’ activity. Within this activity, services are deployed,
configured, licensed and — in case of a valid license or subscription — activated. The life cycle
ends when the service license or service subscription is discontinued. Otherwise, the service is
activated and the ‘Usage’ activity is initiated. Obviously, this activity represents the usage of
the service by end-users. When an (unhandled) exception occurs, a bug record is created which
is stored in the bug database. During and concurrently with the service usage, service usage is
monitored and logged. Usage logs and feedback are stored in the usage and feedback database. A
statistical usage report can then be generated based on the data in this database.

Note that, apart from the logging of usage and feedback (provided) by end-users, a software vendor
may decide to log the data associated with both concepts already in the phases of (pilot) testing or
quality assurance (not depicted in the SKU process model), in order to gather service knowledge
in an early stage.

When service management is needed, the ‘Management’ activity is initiated again. One should
note that this activity can pass very quickly, for example in the case that the activity is initiated
only in order to change one or two configuration parameters. When no service management is
needed, the usage activity is reinitiated.

3.5.4 Relations

The dotted lines represent the relations between concepts (data) and processes (activities). For
example, the model makes clear that the usage and feedback database is filled in the first and last
activities defined in the model (‘Development’ and ‘Usage’). The accentuated lines are essential in
the communication between the software vendor and the end-user. In the SKU process model, this
communication is based on the statistical usage report, and takes place in the following activities.

1. Gather requirements (Development) → Statistical usage report

2. Gather requirements (Selection) → Statistical usage report

3. Generate statistics and report (Usage) → Statistical usage report

Activities 1 and 2 take place at the software vendor, and activity 3 takes places at the end-user’s
organization. When a software vendor decides to develop or compose a new service, it is important
to know about the usage and performance of older or related services (as motivated earlier). In
passing these activities, the software vendor is able to acquire this knowledge by requesting the

8 The number of ‘composition levels’ is actually variable, making this a recursive process.
9 The double-headed arrow is not described in the PDD drawing technique definition, since this technique does

not (yet) support activity recursion [104], and is therefore supplementary.
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statistical usage report. This report is filled at activity 3, based on exception data, service usage
data and feedback data.

Apart from within the software vendor’s software service development activities, service knowledge
is potentially of use in a number of other activities. This is depicted by the SKU-SSN model,
presented in the next section.

3.6 SKU in a Software Supply Network

Having discussed the SKU process model, the service knowledge utilization in an SSN (SKU-
SSN) model is presented in this section. Mainly focusing on the development department within a
software vendor’s organization, the SKU process model visualizes the process of service knowledge
utilization in the context of the service-based software life cycle. The SKU process model clarifies
which parts of the life cycle occur where (at which parties) and clarifies which concepts play an
essential role in the communication between a software vendor developing service-based software
and its customers.

The SKU-SSN model illustrates the role of a software vendor developing service-based software in
its software supply network (SSN) by visualizing the communication and role of service knowledge
usage (SKU) between on the one hand, the software vendor and external software vendors that
have licensed a one or more services of the vendor (B2B), and on the other hand, the software
vendor and its customers (SOEs) and end-users of that customers (B2C). As such, a software
vendor’s software supply network is composed of its B2B and B2C relations.

As explained below and depicted by the SKU-SSN model, software (usage) knowledge and feed-
back is potentially of use within different management levels — within the software vendor’s
organization itself, or within these of external partners or customers.

Three parties, and a number of relations between them, can be identified.

The Software Vendor The software vendor is the main organization of the SKU-SSN model. It
develops and publishes service-based software that is licensed by service-oriented enterprises
(B2C) and external software vendors (B2B), as indicated by the dashed lines. Service-
oriented enterprises have licensed the software for use within their activities or SOAs, while
external software vendors license services of the software vendor in order to build or support
their own software. In section 3.4.2 for example, it is described how a relatively small external
software vendor, Terra Computing, has licensed Microsoft’s Live Search Maps Web service
to provide data for the route planning service they develop and publish. The services of
both the service-oriented enterprises as the external software vendors are used by end-users.
Note that a software vendor may make its service-based software also directly accessible to
end-users. A vendor may launch a free-of-charge SMS Web service, for example.

External Software Vendors External software vendors may have licensed software of the soft-
ware vendor as an essential part of their own software and services. Note that, as described
in section 1.1.3, the (external) software vendors and their customers (the service-oriented
enterprises) may all be networked companies and be part of a highly-integrated business
network, sharing software and services. In that case, the SKU-SSN model is applicable
to all the external software vendors, interchanging the roles of the software vendor and the
external software vendor but maintaining the B2B relationship between both organizations.

Service-Oriented Enterprises The service-oriented enterprises (SOEs; also see section 1.2.1)
in the SKU-SSN model represent the customers of the software vendor. As illustrated in the
model, the SOEs have licensed service software of the vendor. This software may well be part
of the enterprise’s SOA service portfolio and may be needed for internal use (by employees)
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Figure 3.4: SKU in a software supply network (SKU-SSN) model
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or external use (by end-users). Note that a service-oriented enterprise may license and use
service-based software of the software vendor and one or more external software vendors
concurrently.

End-users End-users represent the people that use service-based software of (external) software
vendors and service-oriented enterprises. End-users generate ‘service demand’ (see the A-
lines in the model) and drive all other parties in the SKU-SSN model to develop and publish
their software and services. Described in the introduction of this thesis, software vendors
increasingly try to adapt to market (end-user’s) demands. The SKU-SSN model illustrates
a manner to achieve a high level of responsiveness to changes in market, customer and
end-user demands. Note that end-users do not directly obtain licenses for the service-based
software they use.

At all parties that have licensed and utilize one or more services, the usage and feedback of these
services is logged. The resulting usage and feedback data is stored in a local database10. On a
regular basis, relevant data in these local databases is transported to a main usage and feedback
database at the software vendor that has developed and published the service-based software of
which the usage and feedback is logged11. See the B-lines in the model.

After a pre-defined period, the main usage and feedback database at the software vendor is filled
with usage and feedback data of all services licensed by external software vendors and service-
oriented enterprises. As depicted in the model, two products, both based on the received services
usage and feedback data, can be identified: the SKU report (equivalent to the statistical usage
report of the SKU process model) and a set of actions.

Detailed in section 3.7, the SKU report quantifies the usage and feedback of the service-based
software involved and contains three indices that express the software quality in terms of perfor-
mance, usability and customer usage. The report has a number of applications (see D-lines in
model). First, this report is of use within the software vendor itself, giving the vendor insight in
the usage and feedback behavior of its customer base. Secondly, the report is potentially of use in
maintaining both B2B (software vendor to external software vendors) and B2C (software vendor
to service-oriented enterprises) relationships. See section 3.7.4.

Apart from the SKU report, the software vendor may define a set of actions that may be based
on particular aspects of the usage and feedback data in the main usage and feedback database.
Each action definition consists of one or more conditions. When all (or any) conditions are met,
the action is triggered. For example, one could define an action describing that an e-mail has
to be sent to Support when a customer has experienced more than one exception on one day.
Another action could describe that a ‘Software Change Request’ has to be created when a service
method is not used for more than one month. Moreover, based on one or more conditions, actions
may also describe to send specific service configuration parameters, updates, license information
or company news to a particular customer in specific situations (C-lines in model), therewith
fulfilling the demands and wishes of that customer or adapting to a new market situation.

In the next section, the SKU report is presented. As part of the construction of this report,
three indices are calculated. These indices represent the status of a software vendor’s services in
terms of performance, usability and customer usage. Being generated from usage and feedback
data, the SKU report forms an essential part of the SKU-SSN model and the success of an SKU
implementation.

10 Note that, as illustrated by the SKU process model, this database may also be located at a third party.
11 While in the SKU-SSN model, distinct databases are depicted at each party, the amount of databases may vary.

One database located at the software vendor, with all B-lines directed to it, is another plausible situation.
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3.7 SKU Report

As already argued by Mendelson and Ziegler [75], information awareness (‘knowing what is going
on in the surrounding world’) is becoming increasingly important for enterprises. The authors
state that this awareness is critical for survival in the information technology era — let alone
the network era. The first process that can be utilized to increase the information awareness of
an enterprise is titled ‘Listening to the Customer’ [75]. In order to improve their customer and
information awareness, enterprises should consider their customers as partners and as the primary
source of information, innovation and renewal.

The purpose of this SKU report is to contribute to a (customer) information awareness increase,
as well as an increase of the utilization of this information (SKU). This section describes the
structure, contents and potential applications of the SKU report.

3.7.1 Terms and Definitions

The SKU report contains data and information about a number of concepts. Before detailing the
structure of and information in the report, these concepts have to be defined. See the list below.

• Customers The software vendor’s customers of which the usage and feedback data are
gathered, are represented by the set C, which is defined as C = {c1, ..., cn}.

• Services The services developed and published by the vendor are represented by the set S,
which is defined as S = {s1, ..., sp}. Each customer c ∈ C has licenses for a collection of
services. The services licensed by customer ci are represented by the set Si, which is defined
as Si = {si(1), ..., si(v)}.

• Methods Every service sj ∈ S has a set of published methods. The methods of a service
sj are represented by the set Mj , which is defined as Mj = {mj(1), ...,mj(q)}.

• Events The set of all events that took place during the execution of all services s ∈ S is
defined as E = {E1, . . . , Ep}. The set of events that took place during the execution of a
service sj is represented by the set Ej , which is defined as Ej = {ej(1), ..., ej(r)}.

• Event Types A number of event types exist, which are defined as T = {t1, . . . , tw}.

The concepts above are subject to two constraints:

• In the context of the report, the number of services a software vendor’s customer ci has
licensed can not be larger than the number of services the software vendor has published.
Furthermore, the SKU report only contains data and information about licensed services:
Si ⊆ S.

• Every event e ∈ E has an unique type t ∈ T : ∀e ∈ E : t(e) ∈ T .

When studying the metrics and indices described in section 3.7.3, one may note that of all concepts,
the ‘event’ concept is not mentioned within that context. For example, events are not explicitly
used as part of the service indices construction. This is because an event has a rather abstract and
intangible character, making the concept of an event unsuitable to measure performance, usability
or utilization of. Therefore, events mainly play a role in the construction of metrics and in the
context of service usage logging, for example in the registration of exceptions that occur while using
a service. Similarly, the concept of an event type is introduced to enable event categorization in
the process of service usage logging.
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3.7.2 Structure and Contents

For each method of each service, the report contains metrics, calculated in order to quantify and
measure the status and quality of the services used by customers. The report contains a lot
of data because, for example, the software vendor has published a large number of services, or
because the software vendor has a large customer base. Furthermore, the SKU report may well be
generated on a frequent basis: as described in the introduction of this thesis, nowadays, software
vendors have to respond quickly to market changes and customer demands. Therefore, a report
that increases the information awareness, may be generated frequently.

The content of an SKU report should be easily interpretable. Specifically, the statuses of the
services contained in the SKU report should be comparable with those of earlier reports. There-
fore, in an SKU report, the status of a software vendor’s services is summarized by the set of
metrics-based indices.

3.7.3 Metrics and Indices

The research community has developed a wide range of metrics to measure and quantify the quality
of services [62]. The metrics listed below were selected by way of a literature study focussing on
the extent the metrics express service performance, usability and usage. This range of metrics
(Reliability, Throughput, Latency, Accuracy, Availability, Usability, Reputation) is suggested by
Farrell and Kreger [38] as useful information that a software infrastructure for managing and
monitoring Web services can collect for a Web service, and is also used in QoS-related research [74;
117]. In the context of this thesis research, the metrics are used to construct three service indices
that express the status of service-based software.

Reliability The term ‘Reliability’ has a number of definitions. It is defined as ‘the probability
that a request is correctly responded within a maximum expected time frame’ [119], or as ‘the
quality aspect of a Web service that represents the degree of being capable of maintaining the
service and service quality ’, referring to the assured and ordered delivery for messages being
sent and received by service requesters and service providers [93]. We define Reliability as
‘The rate of successfully finished transactions’ [73].

Throughput We define the throughput of a service as ‘the number of (successfully) completed
service requests over a time period ’ [90]. When the throughput of a given system increases,
the system response time increases. Often, throughput is measured in requests per time
unit [108]. One should note that this metric especially is of importance with respect to
process-centric services. Generally, services of this type have to meet a specific demand, and
therefore guarantee a specific throughput level.

Latency Latency is defined as the ‘time taken between the moment the service request arrives
and the moment the request is being serviced ’ [90]. We define the latency of a service as ‘the
round-trip time between sending a request and receiving the response’ [93]. The throughput
of a system (service) is related to its latency.

Accuracy Generically, ‘accuracy’ is defined as ‘percentage of objects without data errors such as
misspellings, out-of-range values, etc.’ [78]. More specifically, we define accuracy as ‘the error
rate produced by a service’ [90]. In practice, this metric indicates the amount of unhandled
exceptions a service or service method generates.

Availability The term ‘Availability’ has various definitions: ‘The quality aspect of whether the
Web service is present or ready for immediate use, and represents the probability that a
service is available.’ [93], ‘The percentage of time a source is accessible based on technical
equipment and statistics’ [78] or ‘The probability a system is up’ [90; 108]. In this thesis, the
latter definition is used.
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Usability A lot of research has been done on the subject of usability and Human Computer
Interaction (HCI) [7; 33; 80; 92; 97] and with respect to the development of usability metrics
specifically [37; 49; 96; 120], resulting in different definitions. Frequently, ‘usability’ is
defined as ‘a technology’s capability to be used easily, enjoyably, safely and quickly ’ [33; 92].
According to the ISO, usability is the ‘extent to which a product can be used by specified
users to achieve specified goals with effectiveness (accuracy and completeness with which
users achieve specified goals), efficiency (resources expended in relation to the accuracy and
completeness with which users achieve goals) and satisfaction (freedom from discomfort, and
positive attitudes towards the use of the product) in a specified context of use.’ [43]. Seffah
et al. [96] developed a consolidated usability measurement model based on the research of
Shackel [97] and Nielsen [80]. The model identifies a number of usability criteria, among
others the ‘minimal action’ criterion is identified: ‘The capability of the software product to
help users achieve their tasks in a minimum number of steps’. Given the nature and role
of Web services within the context of this research — users actively ‘interact’ with a Web
service via its graphical user interface (when applicable) — the usability of Web services is
defined as the ‘minimal action’ criterion.

Reputation ‘The reputation of a service is a measure of its trustworthiness. It mainly depends on
end user’s experiences of using the service. Different end users may have different opinions
on the same service’ [119]. Within the context of this research, reputation of a service
is expressed in a ‘user grade from 1 to 10 based on personal preferences and professional
experience’ [78].

Notation Description

qRel(mj(k)) The reliability of a method mj(k)

qT (mj(k)) The throughput of a method mj(k)

qL(mj(k)) The latency of a method mj(k)

qAcc(mj(k)) The accuracy of a method mj(k)

qAv(mj(k)) The availability of a method mj(k)

qU (mj(k)) The usability of the graphical interface of a method
mj(k)

qRep(mj(k)) The reputation of a method mj(k)

q{Rel,T,L,Acc,Av,Rep,U}SLA
(sj) The minimal (or maximal), often guaranteed value

of a metric (specified as (a part of) a service level
within an SLA or service contract)

Table 3.5: Metrics notation
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The notation of the metrics defined above is depicted in table 3.5. mj(k) represents a method of a
service sj published by a software vendor. Note that the values of the metrics will always be real,
non-negative numbers, so

{qRel, qT , qL, qAcc, qAv, qRep} ∈ R

Before further detailing how the service indices are constructed, it is important to observe that
services may be bound to service contracts and corresponding service levels, specifying the required
performance of a service12. Specifically, such a contract is a Service Level Agreement (SLA)
between the service provider and the service requester (for example, between Terra Computing
and Microsoft in the example of section 3.4.2), among others describing (un)acceptable service
levels [70; 107]. A service level is defined as some mark by which to qualify acceptability of
a service parameter [70] (aspect), for example a guaranteed minimal availability of a service.
Research has been done to specify and monitor SLAs specifically for Web services [64; 65].

Concerning the construction of the service indices, for all metrics, service levels are used to calculate
the metric scores. Depending on the type of service level (minimal or maximal), two types of metric
scores can be identified. The first type applies to the metrics Reliability, Throughput, Availability
and Reputation and is defined as follows.

r{Rel,T,Av,Rep}(mj(k))

{
1.0 q{Rel,T,Av,Rep}(mj(k)) ≥ q{Rel,T,Av,Rep}SLA

(sj)
q{Rel,T,Av,Rep}(mj(k))

q{Rel,T,Av,Rep}SLA
(sj)

q{Rel,T,Av,Rep}(mj(k)) < q{Rel,T,Av,Rep}SLA
(sj)

In other words, if the Reliability, Throughput, Availability or Reputation of a service method is
equal to or greater than the corresponding minimal value of that metric prescribed in the SLA,
the metric score of the service method on that metric is equal to 1.0 — the method is operating
according to its service level. Otherwise, the metric score is equal to the Reliability, Throughput,
Availability or Reputation metric value, divided by the corresponding SLA value for that metric.
If the metric score of a method is equal to 0.0, the method is failing maximally (because its service
is offline, or always throwing an unhandled exception, for example) with respect to its SLA.

The second metric score type applies to the metrics Latency, Accuracy and Usability. This metric
score type is defined as follows.

r{L,Acc,U}(mj(k))

{
1.0 q{L,Acc,U}(mj(k)) ≤ q{L,Acc,U}SLA

(sj)
q{L,Acc,U}SLA

(sj)

q{L,Acc,U}(mj(k))
q{L,Acc,U}(mj(k)) > q{L,Acc,U}SLA

(sj)

In other words, if the Latency, Accuracy or Usability of a service method is equal to or less than
the corresponding maximal value of that metric prescribed in the SLA, the metric score of the
service method on that metric is equal to 1.0 — the method is operating according to its service
level. Otherwise, the metric score is equal to the Latency, Accuracy or Usability metric SLA value,
divided by the value of that metric. Again, if the metric score of a method is equal to 0.0, the
method is failing.

Because of the inclusion of the metric SLA values q{Rel,T,L,Acc,Av,Rep,U}SLA
(sj) in the calculation

of the metric scores, both r{Rel,T,Av,Rep}(mj(k)) and r{L,Acc,U}(mj(k)) values always are between
0 and zero (including boundaries):

{r{Rel,T,Av,Rep}(mj(k)), r{L,Acc,U}(mj(k))} ⊆ [0, 1]

The metric scores are calculated to eliminate the differences between the domains of the met-
rics listed in this section. Based on the resulting metric score values, three service indices are
constructed.
12 This was already shortly described in the introduction of this thesis, in the context of service providers.

46 SKU: Service Knowledge Utilization



SKU Report 3.7

Service Performance Index Represents the average performance of the services the software
vendor has published.

Service Usability Index Represents the average usability of the services the software vendor
has published. Gives an indication of to which extent users value and rate the services of a
software vendor, and to which extent they are satisfied with using these services.

Service Client Utilization Index Represents to which extent the services the software vendor
has published, are utilized by the clients that have licensed the particular services.

All indices are calculated for each service sj that is contained in the SKU report, as well as
for each method mjk ∈ Mj of each service sj , as well as for all services six of a customer ci.
Furthermore, three ‘aggregate’ service indices are calculated, representing the status of all services
that are licensed by a customer. Next, the construction of the service indices is described.

3.7.3.1 Service Performance Index

The Service Performance Index can be applied on different levels: method level, service level or
customer level. In other words, this index is calculated for all methods mj(k) ∈ Mj of a service
sj , for one service sj or for all services si(x) of customer ci.

π(mj(k)) represents the value of the Service Performance Index for a service method mj(k). Given
a particular service method mj(k), its Service Performance Index is constructed as follows.

π(mj(k)) = rRel(mj(k)) · rT (mj(k)) · rL(mj(k)) · rAcc(mj(k)) · rAv(mj(k)) (3.1)

In words, the Service Performance Index expresses the quality of a method (or service, or collection
of services) in terms of its reliability, capacity (throughput), response time (latency), error rate
(accuracy) and on-line time (availability). Equation 3.2 shows how the Service Performance Index
is calculated for a service si(x) ∈ Si — where Si is the set of services licensed by customer ci —
as the average performance of its methods.

π(si(x)) =

q∑
k=1

π(mix(k))

q
(3.2)

The equation below illustrates how to calculate the Service Performance Index for a customer
ci. This index expresses the average performance of the set of services that this customer has
licensed. The constant factor M is added to stress the aggregate character of the customer-
level service indices, and improve the comparability of customers based on these indices. With
this constant factor included, customer-level service indices ‘rate’ the software vendor’s customers
based on the services they have licensed, on a scale of 0 to M. M = 5, M = 7 and M = 10 are
proven intuitive by research [32].

π(ci) = M ·

v∑
x=1

π(si(x))

v
(3.3)

3.7.3.2 Service Usability Index

Like the Service Performance Index, the Service Usability Index can be applied on method level,
service level or customer level. This index is constructed of two metrics that are not utilized with
respect to the construction of the Service Performance Index: Usability and Reputation.
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υ(mj(k)) represents the value of the Service Usability Index for a service method mj(k). Given a
particular service method mj(k), its Service Usability Index is constructed as follows.

υ(mj(k)) = rU (mj(k)) · rAcc(mj(k)) · rL(mj(k)) · rRep(mj(k)) (3.4)

In words, the Service Usability Index expresses the quality of a method (or service, or collection
of services) in terms of the number of actions a user has to perform to activate the method, error
rate, response time, and user feedback. Equation 3.5 shows how the Service Usability Index is
calculated for a service si(x) ∈ Si — where again, Si is the set of services licensed by customer ci
— as the average usability of its methods.

υ(si(x)) =

q∑
k=1

υ(mix(k))

q
(3.5)

Equation 3.6 illustrates how to calculate the Service Usability Index for a customer ci. This index
expresses the average usability of the set of services that this customer has licensed.

υ(ci) = M ·

v∑
x=1

υ(si(x))

v
(3.6)

3.7.3.3 Service Client Utilization Index

Analogue to the other indices, the Service Client Utilization Index can be applied on method,
service or customer level. κ(mj(k)) represents the value of the Service Client Utilization Index for
a service method mj(k). Given a particular method mj(k), its Service Client Utilization Index is
constructed as follows.

κ(mj(k)) = rT (mj(k)) · rL(mj(k)) · rRep(mj(k)) (3.7)

In words, the Service Client Utilization Index expresses the quality of a method (or service, or
collection of services) in terms of the number of method requests over a predefined period of time,
response time, and user feedback. Equation 3.8 shows how the Service Client Utilization Index is
calculated for a service si(x) ∈ Si — where again, Si is the set of services licensed by customer ci
— as the average client utilization of its methods.

κ(si(x)) =

q∑
k=1

κ(mix(k))

q
(3.8)

Equation 3.9 illustrates how to calculate the Service Client Utilization Index for a customer ci.
This index expresses the average utilization of the set of services that this customer has licensed.

κ(ci) = M ·

v∑
x=1

κ(si(x))

v
(3.9)

Having presented all service index constructions on all levels (methods, services and customers),
note that all metric scores r{Rel,T,L,Acc,Av,Rep,U}(mj(k)) have equal weight in the construction of
each of the service indices. A software vendor may assign different weights to each of the metric
scores, in line with its strategy focus (section 5.1 describes the weights Stabiplan assigns to the
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metric scores). Finally, of observations can be made. First, the domains of some indices are equal
to the domains of the metric scores:

{π(mj(k)), π(si(x)), υ(mj(k)), υ(si(x)), κ(mj(k)), κ(si(x))} ⊆ [0, 1]

In other words, when the value of, for example, π(si(x)) for a service si(x) is equal to 1.0, the
service is performing according to the metric values in its SLA. A value of 0.0 indicates that a
service is maximally failing in meeting its SLA. Secondly, the domains of the service indices on
customer level are as follows.

{π(ci), υ(ci), κ(ci)} ⊆ [0,M ]

Obviously, the change in domains is caused by the constant factor M included in the formulas of
all customer-level service indices.

An example of an SKU report can be found in appendix D. In chapter 4 of this thesis, a prototype
providing an SKU implementation (including SKU reports) is presented. An example SKU report
implementation is explicited also in that chapter, as part of the software prototype description.
In the next section, internal and external report applications are detailed.

3.7.4 Report Applications

3.7.4.1 Internal Applications

As depicted in figure 3.4, the SKU report may be of use in three perspectives: the business
perspective, organization perspective and the development perspective. The perspectives find
their origin in the product software research framework of Brinkkemper and Xu [16] and can be
linked to certain management levels. Below, applications of the report in these perspectives are
discussed.

Business Perspective (Strategical Management)

The usage and feedback data in the SKU report is a representation of recent service performance,
usage and feedback by customers and end-users. This data may help to characterize a software
vendor’s customer base and support the process of strategical decision-making on the long term.
The service indices provide an indication of the status of the software vendor’s services in terms
of performance, usability and customer usage. Comparing a report with earlier reports, progress
in terms of SKU could be observed and monitored.

Company Perspective (Tactical Management)

Potentially, the report is also of use within a software vendor from an organizational perspective.
For example, concerning a vendor’s marketing department (tactical decision making), SKU reports
may support the sales and customer relations process. A deeper and more thorough insight in
the characteristics of the vendor’s client base may be provided by the reports, which potentially
supports the communication in particular situations (i.e., customer complaints) or with particular
clients.

For product and release managers, the SKU report may support the process of midterm decision-
making concerning the services developed by the vendor. The usage and feedback data in the
report may help to identify customer base characteristics, define main issues, plan milestones
and divide programmers capacity. Furthermore, based on the information in the SKU reports, a
software vendor could decide to offer customized software licenses and contracts, to all or a specific
group of customers.
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Development Perspective (Operational Management)

The role of usage information and statistics from a development perspective (within a software
vendor’s development department) is twofold. First, because the usage data may include the de-
scription of exception occurrences, frequent analysis of the the SKU reports potentially discloses
severe bugs earlier and may help to reproduce bugs, possibly resulting in shorter overall develop-
ment cycles. Secondly, the service indices defined in section 3.7.3 give the vendor a clear overview
of the status of its software in terms of performance, usability and customer usage. Thirdly, the
reports give insight in the use frequency of (the methods of) a service. Knowledge about customer
wishes and demands could be used well too in the process of software development, possibly re-
sulting in improved incorporation of ‘demand-driven’ functionality into future upgrades or releases
of the software.

Within the support department (also part of operational management), SKU reports may provide
a more thorough understanding of, and insight in the types and amounts of service software bugs
that occur in the software. Furthermore, the reports contain a clear overview of the customer’s
(end-user’s) configuration, as well as an indication of the appreciation of the software by the
end-users.

Furthermore, based on the customer usage, usability and feedback data in the report, training
sessions could be adjusted to focus more on often-used functionality, or on functionality on which
most negative feedback is given by end-users. Finally, as part of the communication from the
software vendor to its customers, the vendor could distribute the customized licenses (defined by
tactical management) and contracts to its customers digitally.

3.7.4.2 External Applications

In line with the developments and observations described in the introduction of this thesis, many
enterprises are in the process of becoming more responsive and flexible with respect to changes
in customer and market demands. With respect to software vendors developing service-based
software specifically, this process can be seen as equivalent to the SKU implementation process.
By increasing the information awareness of the software vendor, the SKU report contributes to
this implementation process.

With respect to both B2B and B2C relationships of a software vendor (depicted earlier in fig-
ures 1.2 and 3.4), as well with respect to SKU level increase, the SKU report and its utilization
are essential: the report contains service usage and feedback knowledge which may be key to man-
agement decisions (at strategical, tactical or operational level) of the enterprise that has licensed
the software.

While the software vendor controls the level of service usage and feedback knowledge sharing to
external software vendors and enterprises, a high level of knowledge sharing may strengthen its
relationship with these companies. Similarly, the software vendor may strengthen the relationship
with both customers and end-users by providing specific configuration parameters, tips and tricks,
company news, etc. (as visualized by the SKU-SSN model).

Cisco Systems, a company known as a networked, virtual enterprise (a very mature extended
enterprise), shares a lot of (for example) procurement and sales information and knowledge to its
suppliers and customers [17; 46]. Furthermore, the company has standardized the way it com-
municates knowledge with its external relations (customers, suppliers, etc.). However, one should
note that companies similar to Cisco, will not share their core knowledge and technologies [46].

Different types of software vendors can be identified based on their service knowledge utilization.
These types are defined in the next section. Each software vendor type is characterized with a
number of corresponding factors.
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3.8 SKU Characterization

3.8.1 Introduction

Many factors influence and determine the characteristics of an enterprise. Specifically to software
vendors developing software in this (network era) and the next era, in which the sharing of software
usage and feedback knowledge is essential in order to be (and stay) adaptive and responsive to
changes in customer and market demands, a number of vendor types can be identified, each with
typical properties and characteristics. In section 3.8.2, these types are described in terms of SKU.

As already mentioned in section 3.7, Mendelson and Ziegler [75] argued that information awareness
(knowing what is going on in the surrounding world) is becoming increasingly important for
enterprises. Recognizing the importance of information integration for enterprises, Evgeniou [36]
presented a framework typifying enterprises in terms of flexibility and visibility. Illustrated in
figure 3.5, Evgeniou defines four types of enterprises.

Figure 3.5: Enterprise types defined by Evgeniou [36]

Characterized as the state to which both standardized and decentralized enterprises should as-
pire, becoming both standardized in terms of visibility and decentralized in terms of flexibility,
the Adaptive Enterprise implies high information awareness and high flexibility. The SKU char-
acterization model presented in section 3.8.2 resembles Evgeniou’s model to certain extent. For
example, the horizontal axis of the characterization model is also represents flexibility and the
characterization model also defines an ‘Adaptive’ characterization.

Research has developed a number of enterprise types that, based on certain characteristics, roughly
correspond with the Adaptive Enterprise. One should note that, to some extent, the Adaptive
Enterprise characterization is equivalent to the network orchestrator described in [17; 46] and to
the concept of the Virtual Enterprise (VE) [91; 94; 114]. Specifically focusing on software vendor
enterprises, these enterprise types can be compared on characteristics particularly relevant in the
context of SKU and mainly related to response to changes in customer and market demands.
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While all enterprise types play a dominant role in their software supply network and try to be
highly responsive to participants in their SSN, small differences between the enterprise types can
be identified. A comparison of the three enterprise types is detailed in figure 3.613.
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Figure 3.6: Comparison of the Adaptive Enterprise [36], Virtual Enterprise [94] and the Network Or-
chestrator [17]

3.8.2 SKU Characterization Model

Related to the enterprise types defined by Evgeniou and the enterprise type comparison presented
in section 3.8.1, in this section, four software vendor types are presented in terms of SKU. Each
type corresponds to a particular SKU level and flexibility level. One should recognize that the
SKU characterization model does not define scientific enterprise maturity levels, but provides a set
of enterprise types to identify and recognize software vendors in terms of their service knowledge
utilization.

The software vendor types of the SKU characterization model are characterized based on two
criteria: service knowledge utilization level and flexibility. A number of factors that determine the
SKU level and the flexibility of a software vendor can be defined.

SKU Level

Service Knowledge Gathering The level of service knowledge gathering is directly
related to the level of service knowledge utilization. More specific, a software vendor
that has realized means to gather service knowledge (for example with a service
usage and feedback logging system implementation and SKU reports) and is ready
to utilize this knowledge, has a high SKU level.

Service Knowledge Significance A software vendor will not improve its flexibility
by gathering software (usage) knowledge alone. In order to leverage from service

13 In the context of this thesis research, the ‘Network Orchestrator’ compared in this figure specifically is a ‘knowl-
edge services’ network orchestrator [17].
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knowledge, a software vendor will have to be prepared to implement and apply the
gathered service knowledge in and to its existing infrastructure and processes. In
other words, the higher the importance and the actual deployment of the gathered
service knowledge, the higher the flexibility and service knowledge utilization. For
example, a software vendor that analyzes its SKU reports regularly and has defined
actions that should take place when specific conditions are met, continuously shares
its service knowledge with its external partners and concurrently receives service
knowledge from its partners, has a higher SKU than a software vendor that has
implemented means to gather service knowledge, but considers service knowledge
as insignificant — and does not actively utilize the knowledge.

Flexibility

Software Supply Network The environment a software vendor is operating in, in-
fluences the flexibility of a software vendor. For example, regulations imposed by
a local government may limit the flexibility of a software vendor. To the con-
trary, subsidies granted by the government or a public body may assist starting
software vendors in hiring employees and building their position in the software
supply network they are part of. This software supply network is of influence to
the flexibility of the vendor. A precondition for leveraging from service knowledge
and resources of external partnerships in the software supply network is a trustful
relation between the software vendor and these external partnerships. Such a re-
lation is required for sharing service knowledge (e.g. usage and feedback data). So
while a software vendor may be part of a very large and extensive software supply
network, if the relations with external partners in the network are mistrustful, the
software vendor may be less flexible than a software vendor located in a small soft-
ware supply network that has a few trustful external relationships. Ultimately, the
relation of a software vendor with other participants in the software supply network
(both business to consumer as business to business) is such that all participants are
ready to share software (usage) knowledge, on a regular basis, and to each related
participant (partner).

Time To Market Release times of a software vendor (and the response times of the
vendor in general) influence the flexibility of the software vendor. Especially in the
frequently changing markets in which software vendors operate nowadays, a short
time to market contributes to a high software vendor flexibility and responsiveness.
For example, a software vendor that has a short TTM is able to incorporate unfore-
seen requirements — caused by changes in customer and market demands — during
the process of software development relatively easy, without completely disrupting
a project (which, in turn, contributes to the flexibility and responsiveness of the
vendor). Contrarily, a software vendor with a long time to market executes long-
term and complex projects, is less able to incorporate unforeseen changes in these
projects and is therefore limited in its flexibility and responsiveness to changes in
customer and market demands.

Having detailed the factors that determine the SKU level and flexibility of a software vendor,
a software vendor’s ability to respond to changes in market and customer demands can be seen
as a combination of both the SKU level and flexibility of a software vendor. In other words, a
software vendor developing service-based software is responsive when it has a high SKU level (the
software vendor has implemented means to gather and share service knowledge) and a high level
of flexibility (the software vendor leverages from, or is not significantly limited by environmental
factors or local regulations). The definition of responsiveness in the context of this thesis research
was already given in section 3.4.2.

Based on the factors described above, four SKU types can be defined. See figure 3.7.
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Figure 3.7: SKU characterization model
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Unwieldy Unwieldy software vendors are practically unable to respond to changes in customer
and market demands, for example because of imposed regulations or a lack of resources
that limit the software vendor in its flexibility. Unwieldy software vendors have no realized
means for gathering (let alone sharing) service usage and feedback knowledge, and the role
of this knowledge within the organization is of low importance. Hence, the SKU level of this
type of software vendors is low. Software vendors classified as ‘unwieldy’ might operate in
a network of enterprises and have a number of (trustful) important enterprise relations —
but not with respect to service knowledge usage sharing, however. Furthermore, unwieldy
software vendors often execute long-term, complex projects and have a long time to market.
Examples of such vendors are large governmental organizations or institutes (like the software
development department of a tax registration agency, for example).

Impulsive Impulsive software vendors are very responsive to new market trends and customer
demands. The impulsive software vendor mainly depends on, and develops software for
one or two major customers. When one of these major customers presents a set of new
software requirements, the software vendor accepts the new demand relatively easy, after
a short period of negotiations. The software vendor has a high flexibility level because of
the trustful and ‘intimate’ relationships with its external partners (main customers) in the
software supply network it is located in, and because of its short time to market: while
projects may be complex and long-term, the right amount of human resources needed to
complete all projects is determined by the vendor easily, since the software vendor has a
limited number of customers and projects. Since the software vendor has not implemented
a way to log, monitor and extract service usage and feedback knowledge, the vendor does
not have any objective data to support its arguments (for not implementing or changing a
particular feature, or fulfilling a particular demand, for example) or maintain its relation
with external enterprises (B2B) or important customers (B2C). Often, impulsive software
vendors are relatively small companies with ten to fifty employees.

Sensitive While the sensitive software vendor does log the usage and feedback data of its (service-
based) software of a small number of customers — the vendor has a high SKU level — the
vendor is still quite static. In other words, most relations of the vendor with customers
and external partners in the software supply network the vendor is located in, (still) are
quite mistrustful and the time to market of the software vendor (still) is long. The vendor is
ready to fill its usage and feedback database with data from more participants in its software
supply network, extract service knowledge from this database, and to decrease its time to
market by actively deploying this knowledge within its organization. However, the relations
with other participants in the software supply network of the software vendor should be
improved, in order to do so. Sensitive software vendors are finalizing their SKU strategy
and by investing into their external relations, sensitive software vendors should be making
progress in the process of becoming an adaptive software vendor.

Adaptive The adaptive software vendor has successfully implemented a way to log and monitor
the usage and feedback of its (service-based) software. Furthermore, the vendor has imple-
mented infrastructure and processes to successfully utilize the service knowledge extracted
from the service usage and feedback data. For example, the vendor has defined a set of ac-
tions (with corresponding conditions) that are performed when the (usage and/or feedback
data points out that those) conditions are met. Moreover, in order to maintain a dominant
role in its SSN and keep relationships with the external software vendors or customers in
its SSN trustful, the software vendor purposely shares its service knowledge (possibly in the
form of an SKU report) with these partners. Both business relations (both B2B and B2C)
are such, that service usage and feedback data is synchronized with the software vendor
frequently. Finally, the vendor has a relatively short time to market. By utilizing service
knowledge effectively, changes in customer demands are expected and are quickly incorpo-
rated in the vendor’s projects, at an early stage. In short, the adaptive software vendor has a
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high level of service knowledge utilization, has a high flexibility level and is therefore highly
responsive to changes in customer and market demands.

While numerous level-based process improvement approaches exist, none provides adequate de-
scriptions or guidelines for improving the process of responding and adapting to changes in cus-
tomer and market demands, based on the usage and feedback of service-based software. For ex-
ample, the Capability Maturity Model Integration for Development (CMMI-DEV) [101] approach
mainly focuses on improving the development processes of product software, while a proposal for a
variant focusing on services [81] does not address the area of service usage and feedback knowledge
— again, in order to improve the process of responding and adapting to changes in customer and
market demands — either.

3.8.3 Identifying the Vendor’s SKU

Based on facts and observations gathered during the case study, this section describes the situation
at Stabiplan B.V., in the context of SKU. The observations are divided over the areas ‘Service
Knowledge’, ‘Organization’ and ‘Communication’, since knowledge about these topics is necessary
in order to determine the responsiveness, service knowledge utilization level and flexibility of a
software vendor (as motivated earlier).

First, the situation at Stabiplan with respect to the concept of service knowledge is described.
Secondly, Stabiplan’s organizational and management structure with respect to its software de-
velopment is explicited. Thirdly, the way the vendor communicates internally (within its organi-
zation) and externally (with the participants of its software supply network) is described. Finally,
the vendor’s current status with respect to service knowledge usage (SKU) is presented.

3.8.3.1 Service Knowledge

The software vendor has no data on the usage of its product and service software. As described
elsewhere in this section, based on the issues reported to the help desk, the software vendor
gets little indication of how frequent the software is used (‘bug is usage’). Furthermore, based
on information of the ‘Orders and Licenses’ department administration, Stabiplan has insight in
which editions, modules and languages are licensed, but not how frequently they are used.

As a result, the software vendor has little to no knowledge concerning the usage of its software
available. While usage information would be welcome to support several meetings and discussions
(‘Should we remove or add this feature? Is it (or will it) still be used?’), the software vendor only
logs the usage of the software on a very basic level: major and severe exceptions are written in a
text file on disk for debugging and support purposes.

Stabiplan has little to no information about how end-users experience and appreciate the software.
Based on support and help desk e-mails, training courses, exhibitions and the oral feedback of
pilot customers, the vendor gets an indication of how its customers and end-users experience and
appreciate its software products and services.

3.8.3.2 Organization

This section describes Stabiplan’s organizational and management structure based on the man-
agement perspectives defined by Brinkkemper and Xu [16] and embedded in the SKU-SSN (fig-
ure 3.4).
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Development and Organization Perspective

Three teams within Stabiplan are managing the development and release of the company’s soft-
ware.

• Product Management team

• Release Management team

• Project Managers team

First, the Product Management team consists of two product managers. One is responsible for
national (Dutch) product management, the other focuses on international product management.
While national product management is concerned with the fundamental features of the software,
international product management focuses on language, culture and localization issues. Apart from
the two product managers, the team consists of three key project managers. Product Management
determines the main milestones (Windows Vista support, for example) and intervenes in the case
of a major issue.

Secondly, the Release Management team consists of both product managers, as well as the CEO
and a number of key project managers (other than these in the Product Management team).
The Release Management team maintains a list with major issues and ensure that these issues
are solved before a particular date or milestone. In other words, Release Management assigns
features and issues to future releases. When an implementation deadline is exceeded, the Release
Management team investigates the consequences and provides resolution suggestions.

Thirdly, the Project Managers team consists of the project managers of the various development
teams of Stabiplan. While the project managers mainly communicate via backlogs, the managers
meet regularly to divide issues and discuss implementation problems. These problems may be com-
mon, but may also occur when one development team is dependent on another. This dependency
may occur in the context of database conversions or documentation writing.

Since very little to no software usage or feedback data is available, no recent knowledge based on
this data can be used during the numerous meetings of the management teams.

Business Perspective

Observing figure 1.5, Stabiplan’s management board at the top of the chart (‘Management’)
manages the organization with respect to the business perspective. Stabiplan’s management board
consists of the vendor’s CEO, and sales director. Based on information from lower organization
departments, external partners and major customers, the management makes major, long-term
decisions concerning the future of the organization and its software. Furthermore, the management
board initiates and maintains business relations with several external partners. Again, since very
little to no software usage or feedback data is available, no recent knowledge based on this data
can be used during the numerous meetings of the company management board.

3.8.3.3 Communication

As motivated in previous chapters of this thesis, communication between a software vendor and its
external partners, customers and end-users in its software supply network is of great importance.
This section illustrates the situation at Stabiplan, based on facts gathered during the case study
research.
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Internal Communication

The management teams described before (section 3.8.3.2) meet and discuss frequently. Most
decisions are taken after a short discussion. However, discussions concerning the usage of the
software or customer demand and appreciation often take a longer time. Decisions with respect
to these objects are experienced as difficult to take. A main cause of this experience can be
identified: the software vendor does not log or monitor the usage of its software by its customers
and end-users. Therefore, no usage and feedback data (and consequently, less knowledge about
these subjects) is available to serve as an objective source supporting management meetings and
discussions. Especially during interdepartmental meetings, the differences in points of view of
different departments is experienced. For example, a salesman may argue a particular feature has
to be implemented in the next software release because a large customer has requested it, while a
software developer may object because of implementation complexity of this feature, or because of
the implementation priority of other (possibly often-requested) features. This decision difficulty
is also experienced on a more operational level: during their SCRUM meetings, developers and
project leaders frequently discuss about the addition or removal of a particular feature. Because
no recent or updated data concerning software usage and feedback is available, such decisions are
experienced as difficult to take.

External Communication: Business to Business (B2B)

Stabiplan delivers its main software, StabiCAD, to many large external building services enter-
prises. Furthermore, the vendor cooperates with a number of companies. For example, Stabiplan
cooperates with foreign enterprises that distribute the StabiCAD software package to foreign
markets. Furthermore, Stabiplan cooperates with several external software vendors, or software
departments within external organizations, to realize import and export compatibility between
different software packages. Stabiplan has realized export functionality to LISE, a French soft-
ware package that is used in France to acquire building certifications and licenses, for example.
Stabiplan also cooperates with Dutch fire departments, to realize compatibility between Stabi-
CAD drawings and route navigation software used by these departments to localize and identify
buildings on fire. The software vendor has realized several other import and export modules, for
example to provide compatibility with facility management and cost calculation packages.

By means of the CADsymbols.nl website, Stabiplan maintains B2B relations with a large number
of manufacturers of engineering materials (see section 1.5.3). With this website, Stabiplan offers
these manufacturers a platform to publish (symbols of) their materials, while ensuring a steady
(and updated) symbol input flow to its CAD software, making StabiCAD the de facto standard
for draftsmen in the building services industry.

Finally, Stabiplan maintains a tight relationship with PeoplePower, a small company that pro-
vides CAD drawing (management) services. PeoplePower is frequently involved in pilot testing
Stabiplan’s StabiCAD package, and provides Stabiplan with in-the-field test results.

Currently, Stabiplan practically has very little to no knowledge about the performance, usability
or usage of its CADsymbols.nl website or its StabiCAD software: no relevant data is logged.
Consequently, no knowledge about the usage of the website (for example, the number of downloads
of a particular symbol, or within a particular group of symbols) or the CAD software is shared
with the engineering materials manufacturers or other external parters. However, in general, the
relation between Stabiplan and its external partners can be characterized as trustful.

External Communication: Business to Consumer (B2C)

Stabiplan’s customer communication mainly takes place around the departments, events and media
that are listed below.
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Support and Help Desk The support and help desk department within Stabiplan is the de-
partment that communicates most with the customers and end-users. When problems occur
while using the software, customers contact this department via a support web site, tele-
phone, mail, or fax. In case of a basic issue, it is handled by the 1st line help desk. Complex
issues are redirected to the 2nd line and in the case of very complex issues, the 3rd line help
desk is contacted.

While this department communicates very frequently with end-users of the software vendor,
and people employed at the department have a clear sense of what are the most frequent
and severe bugs and problems in the software, employees do not know for sure how and how
frequent users use the vendor’s software. Based on the issues reported to the help desk, the
software vendor gets a small indication of how (frequent) the software is used — ‘when an
issue is reported, the software is used’ —, but on the other hand, a customer rarely reporting
bugs may still use the software very intensively and a customer reporting a bug once a week
may still only use a very small part of the functionality the software package offers.

Mailings On a frequent basis, Stabiplan sends its customers a newsletter. This newsletter is
published in two ways: via e-mail and traditional mail. The e-mail newsletter contains
an agenda with upcoming events and exhibitions, and an overview of the most important
events happened since the last e-mail newsletter. The newsletter sent via traditional mail is
a booklet containing all the information in the e-mail newsletter, plus a number of success
stories concerning the usage or purposes of StabiCAD. This form of communication is mainly
one-way, and the vendor is not able to extract valuable information from this communication
process.

Training Courses Stabiplan organizes training courses for both beginning and advanced drafts-
men. While the goal of the starters coursers mainly is to get familiar with the Stabiplan
software, students participating in the advanced courses might provide feedback about their
software usage and experience. If applicable, Stabiplan trainers channel this feedback —
which also may contain a bug report — to the Support and Help desk department.

Exhibitions For Stabiplan, Exhibitions are important events were the company presents itself
to the market it is serving. At the larger exhibitions, new customer relations are founded
and existing relations are strengthened. Furthermore, exhibitions represent points in time
at which new (a version of) software is released. Customers and end-users take notion of, or
request new functionality.

Pilot Customers Pilot customers are invited to test new major versions of the StabiCAD soft-
ware (for example version 8) or newly added functionality. While the communication with
customers during pilot testing is mainly about new features, feedback about old usage situ-
ations might be received.

Summarizing this section, Stabiplan does not actively gather software usage and feedback data.
Consequently, no knowledge based on this data is shared with business partners or customers.

3.8.3.4 Conclusion

Considering the status of SKU at Stabiplan, based on the situation descriptions in this chapter,
a lot can be improved. This is expressed by the characterization model depicted in figure 3.8.
Stabiplan is located at the center bottom of this model. This implies that the vendor is considered
reasonably flexible, but immature in terms of its SKU implementation.

The communication between Stabiplan and its customers is still quite manual and old-fashioned:
to a certain extent, the software vendor is aware of the demand of its customers via its help desk
and pilot customer initiative. Stabiplan evaluates this demand once in a time. The software
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Figure 3.8: Characterization of Stabiplan’s SKU

vendor’s time to market for the new major version of its StabiCAD software (StabiCAD 8) is high
(more than 2,5 years between development initiation and final release), but this is mainly due to
the fact that it is the first new major release of the software. It is expected that because of the
renewed architecture of StabiCAD 8, future major releases will have a much lower time to market.
However, no software usage and feedback data is gathered or analyzed at Stabiplan. While the
role of service knowledge within the organization is considered significant, no service knowledge is
actually deployed or utilized in a structured way. As a result, the vendor is qualified as having a
low service knowledge utilization level.

The relation between Stabiplan and its external partners can be characterized as trustful. Stabi-
plan cooperates with numerous external (foreign) software vendors or departments in order to
realize compatibility between the StabiCAD software and the software of these external vendors.
Furthermore, a small number of Stabiplan’s customers are involved in the process of pilot testing
the vendor’s CAD software and provide Stabiplan with pilot test results. However, Stabiplan is
not yet willing to share usage and feedback knowledge with external partner enterprises (B2B)
or clients (B2C). Therefore, the vendor can be qualified as reasonable flexible. Concluding, the
software vendor can be qualified as moderately responsive to changes in market and customer
demands.

3.9 Summary

This chapter introduces and describes the concept of service knowledge utilization. Except for
the software prototype, this chapter describes all developed design research artifacts. The SKU
concept is introduced based on a comparison of component-based and service-based software, a
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comparison of the life cycles of both software types, and the concept of C-CCU. This chapter
describes the SKU process model and the SKU in a software supply network model, as well as
the SKU report and the SKU characterization model. As part of the SKU report description,
the construction of the service indices is also detailed in this chapter. Finally, an identification of
the case study software vendor in terms of its service knowledge utilization is presented.
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Chapter 4

Nuntia

This chapter is considered confidential. Therefore, this chapter is not published. Please contact
Henk van der Schuur at hwschuur@cs.uu.nl for more information.
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Chapter 5

Results and Conclusions

This chapter presents conclusions that can be drawn based on research performed. Validation
results of the artifacts developed as part of this thesis research are presented. Furthermore, the
hypotheses formulated in chapter 2 are validated. Finally, the research questions formulated in
the introduction of this thesis are answered.

5.1 Validation Results

Table 2.1 details which research outputs are validated by which research methods. In this section,
the results of the research validation process are described.

5.1.1 SKU Characterization Model

Experts were asked to give their opinion about the SKU characterization model. Specifically, they
were asked to confirm both axes (SKU Level and Flexibility) that potentially contribute to the
diagonal axis (Responsiveness). Both product and project managers considered the flexibility of
a software vendor tightly related to the responsiveness of a vendor. When a software vendor is
flexible towards changes in customer and market demands or software performance and usage, for
example by fixing unexpected bugs quickly, a vendor is able to (re)act quickly and can therefore
be considered responsive, they reasoned.

Experts also confirmed that the SKU Level of a software vendor is of influence to a vendor’s
responsiveness. Lead developers and project managers consider a mature SKU implementation
as a way to make informed decisions, for example concerning human resource management (based
on service usage and feedback knowledge, dedicate employees to the software modules that need
most attention) or software maintenance (set bug fix priority based on service knowledge, number
of end-users a bug occurs). However, experts indicated that their organization would have to
invest into implementation of a SKU process before being able to benefit from a responsiveness
increase, which requires some form of change management: people will have to get used to involve
the knowledge contained in the report in their daily work, for example.

5.1.2 Software Prototype

While the software usage data gathered may be of great value to a software vendor and its partners,
SKU tools (like the Nuntia prototype) should not be integrated with target software at any price.
The usage tracing and the receiving, gathering and storing of usage data uses resources in the
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form of CPU time and storage space. Even though the performance loss caused by the Nuntia
prototype was considered negligible, particularly the usage of CPU time by software usage data
gathering software is notable by the end-user: the target service may be experienced as ‘unusually
slow’.

Section ?? details the setup and results of the performance testing that was done to validate the
usability of the prototype once implemented in target software. The results of the performance
test sessions are in line with the opinion of experts that were asked to validate the prototype:
while all experts recognized that the integration of the prototype with the target software entails
some performance loss and that the tracing effects during heavy usage are unknown, they consider
the performance effects as negligible. Furthermore, both product and project managers expect
Nuntia to be integrated with the vendor’s software.

However, two project managers indicated that Nuntia will not improve the vendor’s responsiveness
on its own: the vendor will have to implement a process to take action based on the gathered
knowledge (fix bugs revealed by exception data in the SKU report, for example) and assign
employees to this process, also to prevent a ‘software usage data flood’ towards the organization.

This observation is recognized and acknowledged: as described in chapter 6, future research in-
cludes work on the integration of the service knowledge utilization process into a software vendor’s
existing infrastructure and processes.

5.1.3 SKU Report

Overall, the experts indicated that the report contains data that is valuable to software vendors
and that the report supports informed decision making in the areas of software development and
software maintenance.

Concerning the report’s service indices, experts indicated all service indices should be included in
the SKU report. In their opinion, especially the service client utilization index was considered
a valuable indication. This is in line with earlier interviews and observations: both developers
and project managers indicated that the vendor has difficulties in determining whether or not an
existing feature is still used (and should not be removed yet) or whether a new feature will be
used by their end-users.

Except for throughput, availability and reputation metrics, experts agreed that all metrics pro-
posed should be included in the report. They denoted that the throughput and availability metrics
particularly are of importance with respect to process-centric services. Unlike the vendor’s service
software (which can be characterized as a public enterprise service), process-centric services have
to meet a specific demand, and therefore guarantee a particular level of throughput or availability.

Project and product managers also indicated that only proper and serious feedback will be useful.
Therefore, they proposed to include the reputation metric primarily with pilot customer tests.
Furthermore, the availability metric was considered as less useful because the low availability
score may not be caused by the vendor’s software and may not be the responsibility of the software
vendor, the experts reasoned.

The events overview in the report was considered optional and only valuable for debugging pur-
poses. It was suggested to calculate the metrics on more levels of detail and to base the report
structure on the structure of the target software.

While the data contained in the report was expected to be taken into account when taking decisions
related to operational, tactical and strategical management, product managers indicated that
the SKU report will be primarily used in tactical management meetings (release management
meetings, for example) and added that the report will have to be summarized in order to be of
use in strategical meetings. The report will be generated once a month.
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5.1.4 Hypotheses

The case study validation results show that Nuntia is expected to contribute to a software vendor’s
responsiveness to service performance and usage changes. The vendor has decided to integrate
Nuntia with its live software in the near future because of the negligible performance loss this
integration entails and because of the valuable information that is provided by the SKU report.

The SKU implementation is expected to contribute to a software quality increase on the short
term and a time-to-market decrease on the long term: the vendor noted that it will first have to
invest into the process of acting upon the knowledge, before it is able to improve its responsiveness
based on the gathered knowledge. The vendor expects to base requirements elicitation and bug
fix priority assignment on the SKU reports generated by Nuntia, and be able to react before an
end-user calls for support.

Finally, Nuntia’s architecture (loosely-coupled services, use of the aspect-oriented programming
technique) enables easy integration with target software. Since Stabiplan did not actively gather
knowledge about its software, and the SKU prototype was successfully integrated with the vendor’s
service software, Stabiplan indicates that its SKU level has increased. Moreover, the vendor
denoted that the prototype contributed to this SKU level increase.

Hence, we consider the hypotheses confirmed on the long run.

5.2 Conclusions

This thesis research shows that the concept of service knowledge utilization is an approach that
potentially improves the responsiveness of software vendors. By using this approach, vendors can
make informed decisions with respect to their software requirements management and software
maintenance processes. Service usage and feedback data that is considered valuable and useful by
software vendors, can be gathered real-time using aspect-oriented programming techniques. It is
demonstrated that service performance, usability and usage can be expressed by a set of quality of
service metrics, of which the values are based on gathered service usage and feedback data. This
data can be visualized and summarized in a report that supports a software vendor’s management
teams in extracting software knowledge and making informed decisions.

Even though both the SKU concept and SKU report are considered useful and the case study
results are promising, it can be concluded that gathering software knowledge will not improve the
vendor’s responsiveness on its own: a software vendor will have to integrate the SKU process into
its existing processes and infrastructure. Furthermore, some form of change management will be
required: employees will have to get used to involve the gathered software knowledge in their daily
work.

5.3 Answers to Research Questions

This section answers the research questions that were formulated in the introduction of this thesis.

RQ How can Continuous Customer Configuration Updating be applied to service-based software
and Web services?

The answer to this question is the concept of service knowledge utilization (SKU). While C-
CCU is developed for component-based software — the processes defined in the C-CCU model
closely match those of the component-based software life cycle — SKU is applied to service-based
software. The concept of SKU is constructed by comparing the life cycles of both software types
and has the same goal as the C-CCU model: to increase the responsiveness of a software vendor.
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SQ1 What are differences and similarities between software components and services with respect
to C-CCU?

This question is mainly answered by sections 3.1 and 3.2. In the former section, the definitions of
both concepts developed by research are compared. Furthermore, both components and services
are compared by a number of criteria. The latter section details a comparison with respect to
C-CCU and the phases defined in the C-CCU model: in this section, the life cycles of both
component- and service-based software are compared.

SQ2 What are measurable critical success factors of C-CCU applied to service-based software and
Web services?

The answer to this question is the SKU characterization model presented in section 3.8.2. This
model expresses a software vendor’s responsiveness in terms of its flexibility (horizontal axis)
and service knowledge utilization level (vertical axis). In this thesis research, two factors that
determine the location of a software vendor on an axis have been defined for both axes. The
critical success factors of the flexibility axis are a vendor’s software supply network and its time
to market. For the SKU level axis, these factors are service knowledge gathering and service
knowledge significance. Because the factors determine a software vendor’s location on both axes
and consequently determine the responsiveness of a vendor, the factors can be seen as critical
success factors of the SKU concept (C-CCU applied to service-based software). The factors are
validated by means of the case study performed during the thesis research.

SQ3 When is C-CCU, applied to service-based software and Web services, implemented success-
fully?

The answer to SQ3 is also contained in the SKU characterization model. In section 3.8.2, four
software vendor types are defined in terms of their flexibility, SKU level (and consequently, respon-
siveness): the unwieldy, impulsive, sensitive and adaptive software vendor. The adaptive software
vendor can be seen as a software vendor that has implemented the concept of service knowledge
utilization (C-CCU for service-based software) successfully.

5.4 Discussion

This thesis research started as an initiative to apply Jansen’s C-CCU model to service-based
software and web services. While the research questions formulated in this thesis are satisfactory
answered and the thesis research results are promising, remarks can be made.

First, a case study was performed in order to validate outputs of this thesis research as part
of the design research evaluation phase. Specifically, interviews, expert validation and testing
research methods were utilized to gather and validate evidence. On the one hand, the case study
is a suitable method to gather evidence from the field: real people are interviewed and updated
information is gathered, an actual and realistic image of a company can be formed. On the other
hand, one should prevent that too specific and characteristic evidence is gathered, in order to
apply research results to comparable companies. This could be done by interviewing experts or
gathering documentation from various companies, for example.

Concerning this research, results can be generalized to similar-sized software vendors easily, even
though a limited number of experts was interviewed. While more effort will have to be done
with respect to process integration and alteration, the concept of SKU may well be of even
more importance within larger software vendors. Furthermore, the Nuntia SKU prototype is
developed with generic concepts, techniques, goals and parties in mind, and can be implemented
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at another software vendor without difficulty. Finally, the structure of the SKU report is such
that it can be extended effortlessly. For example, newly defined event types and properties, as well
as environment information log structures, are automatically included in the SKU report when
the report is generated. With respect to future research, more experts will be interviewed and
evidence from different software vendors will be gathered.

Secondly, even though both the SKU report as the information it contains are considered useful,
the service usability index could be further developed. As described in chapter 3, a lot of work
has been done in the usability research area. Therefore, the service usability index could be
composed of more typical usability metrics. With respect to service quality and performance,
most important metrics are taken into account, as visualized by table 5.1. Concluding, concerning
software development and software maintenance, relevant service indices are included in the SKU
report. Service indices that represent other aspects of service behavior could also be included. For
example, a ‘Service Customer Contact Index’ could be constructed of metrics that represent the
time a software vendor spends on a certain customer. With respect to the events overview that
is contained in the SKU report, one should recognize that the quality of the feedback provided
influences the quality and usefulness of the overview and the data contained in it. Moreover, since
a software developer or software tester probably will provide feedback of a different, more technical
type than an end-user of the software, feedback could be categorized in feedback source types. By
doing so, feedback of a particular type can be directed to or included in a particular enterprise
department, business process or management team.

Thirdly, remarks can be made with respect to the SKU characterization model. While the model
is not designed to identify quantifiable SKU maturity levels, the factors that determine a software
vendor’s SKU type could be described more elaborate and could be validated more thoroughly,
in order to justify a vendor’s (shift in) SKU type.

Fourthly, as indicated by the experts interviewed and reflected by the SKU characterization model,
the success of the research outputs and an SKU implementation in general depends on to which
extent a software vendor is prepared to implement and apply these outputs, as well as the gathered
service knowledge, in and to its existing infrastructure and processes. For a software vendor, the
greatest challenge will not be in the technology area, but in integrating the SKU concept and
all its artifacts into the business processes and infrastructure that are already in place and where
people are familiarized with. Future research will be done to address possible integration issues
(see chapter 6).

This thesis research opened a relatively new research area. In its broadest form, this research area
can be identified as research on the concept of ‘software knowledge utilization’. The main question
of this research area can be defined as ‘How can software knowledge be successfully utilized in the
life cycle phases of all types of software?’ As described in chapter 6, future research will focus on
this area.

5.5 Positioning of Research Contribution

This section positions this thesis research contribution in the field of related research. The thesis
is positioned for each of the research areas it contributes to: QoS metrics, service management
and usage monitoring and aspect oriented programming.

5.5.1 Quality of Service Metrics

In research, QoS metrics are often used or created [62] in the process of web service discovery [90],
selection [117] or composition [119]. Furthermore, research is done specifically on the integration
of QoS management in service-oriented enterprise architectures [109].
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Table 5.1 lists research articles on quality of service metrics and compares them in terms of these
metrics. The table visualizes how frequent certain quality of service metrics are used in related
research. Comparing related research to this thesis research, two important observations can be
made. First, related research frequently includes a ‘Cost’ (or comparable) metric in the set of
quality of service metrics. As a consequence, the quality of a service often is inter alia composed
of the purchase and usage cost of a service. Since the main service purchase and usage costs are
paid by enterprises and end-users which purchase and use the service software, and since this thesis
research is done from a software vendor’s point of view, a cost metric is not taken into account in
this research. Secondly, as represented by table 5.1, little research is done on the inclusion of a
‘Usability’ (or comparable) metric as a part of the quality of a service. Contrarily, web usability
is evaluated in typical usability research like [112]. Since the case study software vendor of this
thesis research develops and maintains service-based software that is controlled by end-users via
an user interface, a usability metric is included in the set of service metrics.

While many research initiatives focus on the application of QoS metrics in the processes that take
place before the management phase of the service-based software life cycle (see figure 3.3), this
thesis research utilizes QoS metrics in the two last phases of this life cycle, management and usage,
focusing on the application of metrics as a means to achieve software quality goals and increase
the responsiveness of software vendors to performance and usage changes in their software.

5.5.2 Service Management and Usage Monitoring

Huang et al. [52] propose a service management framework, specifically for service-oriented enter-
prises. While their work is based on a model-driven approach and is designed for service-oriented
enterprises, the research and solutions presented in this thesis can also be applied in non-service-
oriented enterprises.

Since Microsoft implemented its error reporting mechanism in Windows and discovered that 1%
of the bugs caused 50% of all errors [15], a lot of research has been done on this topic. Farrell
and Kreger [38] propose types of information that can be collected with respect to web service
management, and indicate that this information could serve as a basis for service usage monitoring.
However, the solutions the authors provide do not feature any form of (summarizing) report
functionality similar to the SKU report presented in this paper. Lazovik et al. [69] propose a
framework for planning and monitoring the execution of web service requests against standardized
business processes. This planning framework specifically monitors the execution of planned goals
against predefined standard business processes and interacts with an end-user to achieve goal
satisfaction, while the solution presented in this thesis monitors (traces) services in a broader
scope (on performance, usage and feedback criteria) to achieve software quality goals and increase
the responsiveness of software vendors to performance and usage changes in their software.

5.5.3 Aspect-Oriented Programming

Since a lot of cross-cutting concerns exist, research on the subject of aspect-oriented programming
is done on various areas. Altisen et al. [4] apply the notion of cross-cutting concerns to reactive
systems. Tsang et al. [102] utilize AOP to encapsulate real-time cross-cutting concerns such
as memory management and thread scheduling. Bruntink [18] investigated the renovation of
idiomatic cross-cutting concerns in the embedded control software of ASML’s wafer scanners using
AOP. Papapetrou and Papadopoulos [84] have researched the more conventional application of
aspect-oriented programming: they performed a case study in which an AOP-based logging tool
was applied to real-life component-based software. While their application of aspect-oriented
programming is similar, our solution is also utilized with service-based software and environments.

Research has also been done with respect to the monitoring, logging and tracing of Web services
by using aspect-oriented programming. Bhatti et al. [8] study the execution behavior for various
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service classes with a formal model they developed for simulating and studying response time of
‘aspectized’ Web services. While their research is limited to service performance measuring (the
execution time of Web service classes is measured), our research also studies the usability of and
feedback on Web services.

Results and Conclusions 71



5.5 Positioning of Research Contribution

L
it

er
at

u
re

M
et

ri
ca

R
el

ia
bi

lit
y

T
hr

ou
gh

pu
t

L
at

en
cy

A
cc

ur
ac

y
A

va
ila

bi
lit

y
U

sa
bi

lit
y

R
ep

ut
at

io
n

C
os

t
R

an
[9

0]
:

A
M

od
el

fo
r

W
eb

Se
rv

ic
es

D
is

co
ve

ry
W

it
h

Q
oS

+
+

+
+

+
+

Y
u

et
al

.
[1

18
]:

E
ffi

ci
en

t
al

go
ri

th
m

s
fo

r
W

eb
se

rv
ic

es
se

le
ct

io
n

w
it

h
en

d-
to

-e
nd

Q
oS

co
n-

st
ra

in
ts

+
b

+
+

c

B
oc

hm
an

n
et

al
.

[1
08

]:
In

tr
od

uc
in

g
Q

oS
to

E
le

ct
ro

ni
c

C
om

m
er

ce
A

pp
lic

at
io

ns
+

+
d

+

va
n

M
oo

rs
el

[1
06

]:
M

et
ri

cs
fo

r
th

e
In

te
rn

et
A

ge
:

Q
ua

lit
y

of
E

xp
er

ie
nc

e
an

d
Q

ua
lit

y
of

B
us

in
es

s
+

+
+

c
+

e
+

+
f

+

Z
en

g
et

al
.

[1
19

]:
Q

ua
lit

y
D

ri
ve

n
W

eb
Se

rv
ic

es
C

om
po

si
ti

on
+

+
g

+
+

+
h

Y
u

an
d

L
in

[1
17

]:
Se

rv
ic

e
se

le
ct

io
n

al
go

ri
th

m
s

fo
r

W
eb

se
rv

ic
es

w
it

h
en

d-
to

-e
nd

Q
oS

co
n-

st
ra

in
ts

+
+

c
+

+

M
an

ia
nd

N
ag

ar
aj

an
[7

3]
:

U
nd

er
st

an
di

ng
qu

al
-

it
y

of
se

rv
ic

e
fo

r
W

eb
se

rv
ic

es
+

+
i

+
h

+
j

+

K
al

ep
u

et
al

.
[6

2]
:

V
er

it
y:

A
Q

oS
M

et
ri

c
fo

r
Se

le
ct

in
g

W
eb

Se
rv

ic
es

an
d

P
ro

vi
de

rs
+

+
+

+
+

+
+

g

a
U

n
d

er
li
n

ed
m

et
ri

cs
a
re

p
a
rt

o
f

o
n

e
o
r

m
o
re

se
rv

ic
e

in
d

ex
co

m
p

o
si

ti
o
n

s
o
f

th
is

th
es

is
re

se
a
rc

h
(s

ee
ch

a
p

te
r

3
).

b
R

ef
er

re
d

to
a
s

‘E
x
ec

u
ti

o
n

ti
m

e’
.

c
O

n
ly

th
e

in
it

ia
l

co
st

o
f

a
se

rv
ic

e
(p

ri
ce

)
is

ta
k
en

in
to

a
cc

o
u

n
t.

d
R

ef
er

re
d

to
a
s

‘R
es

p
o
n

se
ti

m
e’

.
e

R
ef

er
re

d
to

a
s

‘E
rr

o
r

ra
te

’.
f

R
ef

er
re

d
to

a
s

‘Q
u

a
li
ty

o
f

E
x
p

er
ie

n
ce

’.
g

R
ef

er
re

d
to

a
s

‘E
x
ec

u
ti

o
n

d
u

ra
ti

o
n

’.
h

R
ef

er
re

d
to

a
s

‘P
ri

ce
’.

i
C

o
n
ta

in
ed

in
th

e
m

et
ri

c
‘P

er
fo

rm
a
n

ce
’.

j
R

ef
er

re
d

to
a
s

‘I
n
te

g
ri

ty
’.

T
a
b
le

5
.1

:
Q

u
a

li
ty

o
f

S
er

vi
ce

m
et

ri
cs

in
re

la
te

d
li

te
ra

tu
re

72 Results and Conclusions



Chapter 6

Future Research

While the results of this research are promising, further research is needed in various areas. This
chapter describes future research in each of these areas.

6.1 Integration

Research has to be done to more tightly integrate the process of service knowledge utilization
into a software vendor’s existing infrastructure and processes. For example, exceptions of which a
vendor knows they really should not occur, could be automatically sent to the vendor’s help desk
support system or development bug database. Within this context, a structured mechanism with
which actions can be defined that are performed based on usage and feedback data, should be
developed. These actions could be defined in the form of expressions which could be expressed in a
structured language like XML. To accomplish this tight SKU integration within an organization, a
SKU business process alteration or integration method could be defined that is based on survey or
expert interview results. Furthermore, tools that orchestrate this integration and business process
alteration could be developed.

6.2 Scalability

The areas of data mining techniques and software tomography [12] have to be researched. Data
mining [47] is required to extract sophisticated statistics, whereas software tomography keeps
performance loss of the target software caused by the process of software usage and feedback data
gathering negligible under heavy use circumstances. Future research should also focus on the data
mining of large service knowledge repositories to ensure scalability of the SKU implementation.
Structurally increased scalability could be accomplished by an extensive literature study in the
area of data mining and software tomography.

6.3 Reporting

While the SKU report generation functionality implemented in the software prototype developed
during this thesis research is validated by the case study company and is mature enough to sup-
port decision making processes of a software vendor, reporting can be improved. For example, the
report may be generated on several levels of detail and complexity, depending on the application
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of the report and configurable by the software vendor. Furthermore, new service indices (and cor-
responding metrics) may be included in the SKU report. Finally, the report could more resemble
the architecture of the software it is generated for. This could be realized by performing a liter-
ature study on automated software structure and architecture analysis and implement techniques
used in these areas in the SKU report generation tool.

6.4 Development Assistance

Data from the usage and feedback database can be visualized to developers and software maintain-
ers in a more comprehensive and effective way. This data can be used to visualize heavily-used,
critical code, for example. Software developers could be presented with a visualization of code that
enables a developer to understand how a piece of code behaves in practice. The visualization must
be insightful, yet lay a small claim on the already scarce screen estate of a software developer.
Furthermore, the context of the code must be visualized as well, to disambiguate the multiple uses
a code fragment has. In this respect, research has to be done in feedback visualization techniques
and software maintenance process alteration. A code visualization plugin that provides only the
information that developers find useful in specific situations can be developed. Because devel-
opers or project managers may resist changes in software development or software maintenance
processes, they have to be convinced of the value that a feedback data visualization plug-in may
bring to a software vendor’s integrated development environment1.

6.5 Characterization

More research may be done on the area of SKU characterization. As mentioned in chapter 3, the
SKU characterization model that is part of this research can be used to identify and recognize
software vendors in terms of their service knowledge utilization. However, only few factors that
identify a software vendor in terms of SKU and determine a vendor’s SKU type have been defined,
and new factors may be researched. The agility (‘agile-ness’) of the software development process
of a software vendor might be a new factor, for example. Furthermore, research has to be done on
both quantifiability and measurability of the factors already defined, as well as potential additional
factors. Both aspects could be established by conducting a survey among software vendor’s CEOs
and projects managers.

1 This persuasion is part of the business process alteration described in section 6.1.
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Appendix A

Nuntia Database Diagram
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Figure A.1: Database diagram of the Nuntia database, used to store logged usage and feedback data and
generate SKU reports
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Appendix B

Environment Information Data
Structure
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<environmentinfo>

<browser>

<id><![CDATA[{0}]]></id>

<support>

<cookies>{1}</cookies>

<java>{2}</java>

<javascript>{3}</javascript>

<vbscript>{4}</vbscript>

<frames>{5}</frames>

<css>{6}</css>

<callbacks>{7}</callbacks>

</support>

<versions>

<browser>{8}</browser>

<javascript>{9}</javascript>

<msdom>{10}</msdom>

<w3cdom>{11}</w3cdom>

</versions>

<characteristics>

<ismobile>{12}</ismobile>

<platform>{13}</platform>

<screendimensions>{14},{15}</screendimensions>

<screenbitdepth>{16}</screenbitdepth>

</characteristics>

</browser>

<other>

<headers><![CDATA[{17}]]></headers>

<url>{18}</url>

<requesttype>{19}</requesttype>

<secureconnection>{20}</secureconnection>

<currentpage><![CDATA[{21}]]></currentpage>

<currentpagesize>{22}</currentpagesize>

<requesterip>{23}</requesterip>

</other>

</environmentinfo>

Figure B.1: Data structure of the environment information logged by Nuntia in case of an exception
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Appendix C

Nuntia Screenshots

Figure C.1: Screenshot of Nuntia’s management web interface
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Figure C.2: Screenshot of Nuntia’s Service Locator
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Figure C.3: Screenshot of Nuntia’s Report Generator
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Appendix D

Nuntia SKU Report

Figure D.1: Screenshot of a SKU report generated by Nuntia
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Appendix E

StabiBASE Web Integration

Figure E.1: Adjusted StabiBASE Web user interface, incorporating feedback submission functionality
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Appendix F

Thesis Research Output
Publications

This chapter is considered confidential. Therefore, this chapter is not published. Please contact
Henk van der Schuur at hwschuur@cs.uu.nl for more information.
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